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# **1.**数据结构

## **1.1** RMQ

1.1.1 一维RMQ

int v[MAX],maxx[MAX][22],minn[MAX][22];

void RMQ(int n)

{

int i,j;

for(i=1;i<=n;i++)

{

maxx[i][0]=minn[i][0]=v[i];

for(j=1;1<<(j-1)<=n;j++)

{

maxx[i][j]=0;

minn[i][j]=INF;

}

}

for(j=1;1<<(j-1)<=n;j++)

{

for(i=1;i+(1<<j)-1<=n;i++)

{

int t=1<<(j-1);

maxx[i][j]=max(maxx[i][j-1],maxx[i+t][j-1]);

minn[i][j]=min(minn[i][j-1],minn[i+t][j-1]);

}

}

}

int query(int l,int r)

{

int j=(int)(log10(r-l+1)/log10(2))+1;

int i=r-(1<<(j-1))+1;

return max(maxx[l][j-1],maxx[i][j-1]);

// return min(minn[l][j-1],minn[i][j-1]);

}

1.1.2 下标RMQ

int v[MAX],maxx[MAX][22],minn[MAX][22];

int pmax(int a,int b){return v[a]>v[b]?a:b;}

int pmin(int a,int b){return v[a]<v[b]?a:b;}

void RMQ(int n)

{

int i,j;

for(i=1;i<=n;i++)

{

maxx[i][0]=minn[i][0]=i;

}

for(j=1;1<<(j-1)<=n;j++)

{

for(i=1;i+(1<<j)-1<=n;i++)

{

int t=1<<(j-1);

maxx[i][j]=pmax(maxx[i][j-1],maxx[i+t][j-1]);

minn[i][j]=pmin(minn[i][j-1],minn[i+t][j-1]);

}

}

}

int query(int l,int r)

{

int j=(int)(log10(r-l+1)/log10(2))+1;

int i=r-(1<<(j-1))+1;

return pmax(maxx[l][j-1],maxx[i][j-1]);

// return pmin(minn[l][j-1],minn[i][j-1]);

}

1.1.3 二维RMQ

int v[302][302];

int maxx[302][302][9][9],minn[302][302][9][9];

void RMQ(int n,int m)

{

int i,j,ii,jj;

for(i=1;i<=n;i++)

{

for(j=1;j<=m;j++)

{

maxx[i][j][0][0]=minn[i][j][0][0]=v[i][j];

}

}

for(ii=0;(1<<ii)<=n;ii++)

{

for(jj=0;(1<<jj)<=m;jj++)

{

if(ii+jj)

{

for(i=1;i+(1<<ii)-1<=n;i++)

{

for(j=1;j+(1<<jj)-1<=m;j++)

{

if(ii)

{

minn[i][j][ii][jj]=min(minn[i][j][ii-1][jj],minn[i+(1<<(ii-1))][j][ii-1][jj]);

maxx[i][j][ii][jj]=max(maxx[i][j][ii-1][jj],maxx[i+(1<<(ii-1))][j][ii-1][jj]);

}

else

{

minn[i][j][ii][jj]=min(minn[i][j][ii][jj-1],minn[i][j+(1<<(jj-1))][ii][jj-1]);

maxx[i][j][ii][jj]=max(maxx[i][j][ii][jj-1],maxx[i][j+(1<<(jj-1))][ii][jj-1]);

}

}

}

}

}

}

}

int query(int x1,int y1,int x2,int y2)

{

int k1=0;

while((1<<(k1+1))<=x2-x1+1) k1++;

int k2=0;

while((1<<(k2+1))<=y2-y1+1) k2++;

x2=x2-(1<<k1)+1;

y2=y2-(1<<k2)+1;

return max(max(maxx[x1][y1][k1][k2],maxx[x1][y2][k1][k2]),max(maxx[x2][y1][k1][k2],maxx[x2][y2][k1][k2]))

// return min(min(minn[x1][y1][k1][k2],minn[x1][y2][k1][k2]),min(minn[x2][y1][k1][k2],minn[x2][y2][k1][k2]));

}

## **1.2** 并查集

1.2.1 dsu

struct dsu

{

int pre[MAX];

void init(int n)

{

int i;

for(i=1;i<=n;i++)

{

pre[i]=i;

}

}

int find(int x)

{

if(pre[x]!=x) pre[x]=find(pre[x]);

return pre[x];

}

void merge(int a,int b)

{

int ra,rb;

ra=find(a);

rb=find(b);

if(ra!=rb) pre[ra]=rb;

}

}dsu;

## **1.3** 树状数组

1.3.1 一维bit

struct Fenwick\_Tree

{

#define type int

type bit[MAX];

int n;

void init(int \_n){n=\_n;mem(bit,0);}

int lowbit(int x){return x&(-x);}

void insert(int x,type v)

{

while(x<=n)

{

bit[x]+=v;

x+=lowbit(x);

}

}

type get(int x)

{

type res=0;

while(x)

{

res+=bit[x];

x-=lowbit(x);

}

return res;

}

type query(int l,int r)

{

return get(r)-get(l-1);

}

#undef type

}tr;

1.3.2 二维bit

struct Fenwick\_Tree

{

#define type int

type bit[MAX][MAX];

int n,m;

void init(int \_n,int \_m){n=\_n;m=\_m;mem(bit,0);}

int lowbit(int x){return x&(-x);}

void update(int x,int y,type v)

{

int i,j;

for(i=x;i<=n;i+=lowbit(i))

{

for(j=y;j<=m;j+=lowbit(j))

{

bit[i][j]+=v;

}

}

}

type get(int x,int y)

{

type i,j,res=0;

for(i=x;i>0;i-=lowbit(i))

{

for(j=y;j>0;j-=lowbit(j))

{

res+=bit[i][j];

}

}

return res;

}

type query(int x1,int x2,int y1,int y2)

{

x1--;

y1--;

return get(x2,y2)-get(x1,y2)-get(x2,y1)+get(x1,y1);

}

#undef type

}tr;

**1.4** 线段树

1.4.1 一维线段树

struct Segment\_Tree

{

#define type int

#define ls (id<<1)

#define rs (id<<1|1)

int n,ql,qr;

type a[MAX],v[MAX<<2],tag[MAX<<2],qv;

void pushup(int id)

{

}

void pushdown(int id)

{

if(!tag[id]) return;

}

void build(int l,int r,int id)

{

tag[id]=0;

if(l==r)

{

v[id]=a[l];

return;

}

int mid=(l+r)>>1;

build(l,mid,ls);

build(mid+1,r,rs);

pushup(id);

}

void update(int l,int r,int id)

{

if(l>=ql&&r<=qr)

{

return;

}

pushdown(id);

int mid=(l+r)>>1;

if(ql<=mid) update(l,mid,ls);

if(qr>mid) update(mid+1,r,rs);

pushup(id);

}

type query(int l,int r,int id)

{

type res=0;

if(l>=ql&&r<=qr) return v[id];

pushdown(id);

int mid=(l+r)>>1;

if(ql<=mid) res+=query(l,mid,ls);

if(qr>mid) res+=query(mid+1,r,rs);

return res;

}

void build(int \_n){n=\_n;build(1,n,1);}

void upd(int l,int r,int v)

{

ql=l;

qr=r;

qv=v;

update(1,n,1);

}

type ask(int l,int r)

{

ql=l;

qr=r;

return query(1,n,1);

}

#undef type

#undef ls

#undef rs

}tr;

1.4.2 动态开点线段树

//空间大小是nlogm,n为插入的节点总数,m为区间长度

struct Segment\_Tree

{

#define type int

int root,tot,ls[MAX\*20],rs[MAX\*20],ql,qr;

type v[MAX\*20],tag[MAX\*20],qv;

void init()

{

root=0;

ls[0]=rs[0]=0;

v[0]=0;

tag[0]=-1;

tot=1;

}

int newnode()

{

ls[tot]=rs[tot]=0;

v[tot]=0;

tag[tot]=-1;

return tot++;

}

void pushdown(int id)

{

if(tag[id]==-1) return;

if(!ls[id]) ls[id]=newnode();

if(!rs[id]) rs[id]=newnode();

tag[id]=-1;

}

void pushup(int id)

{

}

void update(int l,int r,int &id)

{

if(!id) id=newnode();

if(l>=ql&&r<=qr)

{

v[id]=(r-l+1)\*qv;

tag[id]=qv;

return;

}

pushdown(id);

int mid=(l+r)>>1;

if(ql<=mid) update(l,mid,ls[id]);

if(qr>mid) update(mid+1,r,rs[id]);

pushup(id);

}

type query(int l,int r,int &id)

{

if(!id) return 0;

if(l>=ql&&r<=qr) return v[id];

int mid=(l+r)>>1;

type res=0;

if(ql<=mid) res+=query(l,mid,ls[id]);

if(qr>mid) res+=query(mid+1,r,rs[id]);

return res;

}

#undef type

}tr;

1.4.3 多棵动态开点线段树的分裂与合并

//空间大小是nlogm,n为插入的节点总数,m为区间长度

struct Segment\_Tree

{

#define type int

int s[MAX\*20],top;//内存池

int root[MAX],tot,ls[MAX\*20],rs[MAX\*20],ql,qr,n;

type v[MAX\*20],tag[MAX\*20],qv;

void init()

{

top=0;

mem(root,0);

ls[0]=rs[0]=0;

v[0]=0;

tot=1;

}

int newnode()

{

int t;

if(top) t=s[--top];

else t=tot++;

ls[t]=rs[t]=0;

v[t]=0;

return t;

}

void delnode(int x)

{

s[top++]=x;

}

void pushup(int id)

{

v[id]=v[ls[id]]+v[rs[id]];

}

void pushdown(int id)

{

if(tag[id]==-1) return;

if(!ls[id]) ls[id]=newnode();

if(!rs[id]) rs[id]=newnode();

tag[id]=-1;

}

int split(int l,int r,int &id)

{

if(!id) return 0;

if(ql<=l&&r<=qr)

{

int temp=id;

id=0;

return temp;

}

int t=newnode();

int mid=(l+r)>>1;

if(ql<=mid) ls[t]=split(l,mid,ls[id]);

if(qr>mid) rs[t]=split(mid+1,r,rs[id]);

pushup(t);

pushup(id);

return t;

}

int merge(int a,int b)

{

if(!a||!b) return a+b;

ls[a]=merge(ls[a],ls[b]);

rs[a]=merge(rs[a],rs[b]);

if(!ls[a]&&!rs[a])

{

v[a]+=v[b];//把b的信息合并给a

}

else

{

pushup(a);

//此处可能需要更新其他东西

}

delnode(b);

return a;

}

void update(int l,int r,int &id)

{

if(!id) id=newnode();

if(l>=ql&&r<=qr)

{

v[id]=(r-l+1)\*qv;

tag[id]=qv;

return;

}

pushdown(id);

int mid=(l+r)>>1;

if(ql<=mid) update(l,mid,ls[id]);

if(qr>mid) update(mid+1,r,rs[id]);

pushup(id);

}

type query(int l,int r,int &id)

{

if(!id) return 0;

if(l>=ql&&r<=qr) return v[id];

int mid=(l+r)>>1;

type res=0;

if(ql<=mid) res+=query(l,mid,ls[id]);

if(qr>mid) res+=query(mid+1,r,rs[id]);

return res;

}

#undef type

}tr;

## **1.5** Trie

1.5.1 Trie

struct Trie

{

#define type int

struct trie

{

int v;

trie \*next[26];

trie()

{

v=0;

for(int i=0;i<26;i++) next[i]=NULL;

}

}\*root;

void insert(trie \*p,char \*s)

{

int i=0,t;

while(s[i])

{

t=s[i]-'a';

if(p->next[t]==NULL) p->next[t]=new trie;

p=p->next[t];

p->v++;//按情况改

i++;

}

}

int find(trie \*p,char \*s)

{

int i=0,t;

while(s[i])

{

t=s[i]-'a';

if(p->next[t]==NULL) return 0;

p=p->next[t];

i++;

}

return p->v;//按情况改

}

//删除前缀为s的字符串

void del(char \*s)

{

int i=0,t,temp;

trie \*p,\*pre;

pre=p=root;

while(s[i])

{

t=s[i]-'a';

if(p->next[t]==NULL) return;

if(!s[i+1])

{

temp=p->next[t]->v;

p->next[t]=NULL;

break;

}

pre=p;

p=p->next[t];

i++;

}

i=0;

p=root;

while(s[i])

{

t=s[i]-'a';

if(p->next[t]==NULL) return;

p=p->next[t];

p->v-=temp;

i++;

}

}

#undef type

}tr;

1.5.2 01Trie

/\*

数组大小(x+1)\*MAX:插入的值的最大值<2^x<MAX

Trie.Insert(1,x,v);

Trie.Delete(1,x,v);

Trie.query(1,x,v);

Trie.clear(1,17);

\*/

struct Trie

{

int cnt[32\*MAX],val[32\*MAX];

void Insert(int x,int pos,int v)

{

if(pos<0)

{

cnt[x]++;

val[x]=v;

return;

}

Insert((x<<1)|((v>>pos)&1),pos-1,v);

cnt[x]=cnt[x<<1]+cnt[x<<1|1];

}

void Delete(int x,int pos,int v)

{

if(pos<0)

{

cnt[x]--;

return;

}

Delete((x<<1)|((v>>pos)&1),pos-1,v);

cnt[x]=cnt[x<<1]+cnt[x<<1|1];

}

void clear(int x,int pos)

{

cnt[x]=0;

if(pos<0) return;

clear(x<<1,pos-1);

clear(x<<1|1,pos-1);

}

int query(int x,int pos,int v)//查询与v异或的最大值 并返回

{

if(pos<0) return val[x];

int temp=(v>>pos)&1;

temp|=x<<1;

if(cnt[temp^1]) return query(temp^1,pos-1,v);

return query(temp,pos-1,v);

}

}tr;

1.5.3 动态开点01Trie

/\*

数组大小(x+1)\*MAX:插入的值的最大值<2^x<MAX

Trie.Insert(1,x,v);

Trie.Delete(1,x,v);

Trie.query(1,x,v);

Trie.clear(1,x);

\*/

struct Trie

{

int root,tot,ls[MAX\*31],rs[MAX\*31],val[MAX\*31],cnt[MAX\*31];

void init()

{

root=0;

ls[0]=rs[0]=0;

val[0]=cnt[0]=0;

tot=1;

}

int newnode()

{

ls[tot]=rs[tot]=0;

val[tot]=0;

return tot++;

}

void Insert(int &x,int pos,int v)

{

if(!x) x=newnode();

if(pos<0)

{

cnt[x]++;

val[x]=v;

return;

}

if((v>>pos)&1) Insert(rs[x],pos-1,v);

else Insert(ls[x],pos-1,v);

cnt[x]=cnt[ls[x]]+cnt[rs[x]];

}

void Delete(int x,int pos,int v)

{

if(pos<0)

{

cnt[x]--;

return;

}

if((v>>pos)&1) Delete(rs[x],pos-1,v);

else Delete(ls[x],pos-1,v);

cnt[x]=cnt[ls[x]]+cnt[rs[x]];

}

int query(int x,int pos,int v)

{

if(pos<0) return val[x];

int temp=(v>>pos)&1;

if(temp)

{

if(cnt[rs[x]]) return query(rs[x],pos-1,v);

else return query(ls[x],pos-1,v);

}

else

{

if(cnt[ls[x]]) return query(ls[x],pos-1,v);

else return query(rs[x],pos-1,v);

}

}

}tr;

## **1.6** 主席树

struct president\_tree

{

#define type int

int root[MAX],ls[40\*MAX],rs[40\*MAX],tot,ql,qr;

type sum[40\*MAX],qv;

void init()

{

mem(root,0);

tot=1;

ls[0]=rs[0]=sum[0]=0;

}

int newnode(int x)

{

ls[tot]=ls[x];

rs[tot]=rs[x];

sum[tot]=sum[x];

return tot++;

}

void insert(int l,int r,int &id,int pre) //set(ql,ql,v)

{

id=newnode(pre);

sum[id]+=qv;

if(l==r) return;

int mid=(l+r)>>1;

if(ql<=mid) insert(l,mid,ls[id],ls[pre]);

else insert(mid+1,r,rs[id],rs[pre]);

}

int kindcnt(int l,int r,int id) //set(ql,qr)

{

if(ql<=l&&r<=qr) return sum[id];

int mid=(l+r)>>1;

int res=0;

if(ql<=mid) res+=kindcnt(l,mid,ls[id]);

if(qr>=mid+1) res+=kindcnt(mid+1,r,rs[id]);

return res;

}

int kthsmall(int l,int r,int id,int pre,int k)

{

if(l==r) return l;

int mid=(l+r)>>1;

int temp=sum[ls[id]]-sum[ls[pre]];

if(temp>=k) return kthsmall(l,mid,ls[id],ls[pre],k);

else return kthsmall(mid+1,r,rs[id],rs[pre],k-temp);

}

int kthbig(int l,int r,int id,int pre,int k)

{

if(l==r) return l;

int mid=(l+r)>>1;

int temp=sum[rs[id]]-sum[rs[pre]];

if(temp>=k) return kthbig(mid+1,r,rs[id],rs[pre],k);

else return kthbig(l,mid,ls[id],ls[pre],k-temp);

}

void set(int l,int r,type v=0){ql=l;qr=r;qv=v;}

}pt;

## **1.7** Treap

struct Treap

{

#define type ll

struct node

{

int ch[2],fix,sz,w;

type v;

node(){}

node(type x)

{

v=x;

fix=rand();

sz=w=1;

ch[0]=ch[1]=0;

}

}t[MAX];

int tot,root,tmp;

void init()

{

srand(unsigned(new char));

root=tot=0;

t[0].sz=t[0].w=0;

mem(t[0].ch,0);

}

inline void maintain(int k)

{

t[k].sz=t[t[k].ch[0]].sz+t[t[k].ch[1]].sz+t[k].w ;

}

inline void rotate(int &id,int k)

{

int y=t[id].ch[k^1];

t[id].ch[k^1]=t[y].ch[k];

t[y].ch[k]=id;

maintain(id);

maintain(y);

id=y;

}

void insert(int &id,type v)

{

if(!id) t[id=++tot]=node(v);

else

{

if(t[id].sz++,t[id].v==v)t[id].w++;

else if(insert(t[id].ch[tmp=v>t[id].v],v),t[t[id].ch[tmp]].fix>t[id].fix) rotate(id,tmp^1);

}

}

void erase(int &id,type v)

{

if(!id)return;

if(t[id].v==v)

{

if(t[id].w>1) t[id].w--,t[id].sz--;

else

{

if(!(t[id].ch[0]&&t[id].ch[1])) id=t[id].ch[0]|t[id].ch[1];

else

{

rotate(id,tmp=t[t[id].ch[0]].fix>t[t[id].ch[1]].fix);

t[id].sz--;

erase(t[id].ch[tmp],v);

}

}

}

else

{

t[id].sz--;

erase(t[id].ch[v>t[id].v],v);

}

}

type kth(int k)//k small

{

int id=root;

if(id==0) return 0;

while(id)

{

if(t[t[id].ch[0]].sz>=k) id=t[id].ch[0];

else if(t[t[id].ch[0]].sz+t[id].w>=k) return t[id].v;

else

{

k-=t[t[id].ch[0]].sz+t[id].w;

id=t[id].ch[1];

}

}

}

int find(type key,int f)

{

int id=root,res=0;

while(id)

{

if(t[id].v<=key)

{

res+=t[t[id].ch[0]].sz+t[id].w;

if(f&&key==t[id].v) res-=t[id].w;

id=t[id].ch[1];

}

else id=t[id].ch[0];

}

return res;

}

type find\_pre(type key)

{

type res=-LLINF;

int id=root;

while(id)

{

if(t[id].v<key)

{

res=max(res,t[id].v);

id=t[id].ch[1];

}

else id=t[id].ch[0];

}

return res;

}

type find\_suc(type key)

{

type res=LLINF;

int id=root;

while(id)

{

if(t[id].v>key)

{

res=min(res,t[id].v);

id=t[id].ch[0];

}

else id=t[id].ch[1];

}

return res;

}

void insert(type v){insert(root,v);}

void erase(type v){erase(root,v);}

int upper\_bound\_count(type key){return find(key,0);}//the count >=key

int lower\_bound\_count(type key){return find(key,1);}//the count >key

int rank(type key){return lower\_bound\_count(key)+1;}

#undef type

}t; //t.init();

## **1.8** LCA

1.8.1 dfs+ST O(nlogn)预处理,O(1)查询

struct node{int to;int w;node(){}node(int \_to,int \_w):to(\_to),w(\_w){}};

int dis[MAX];

int path[2\*MAX],deep[2\*MAX],first[MAX],tot;

int dp[2\*MAX][28];

vector<node> mp[MAX];

void dfs(int x,int pre,int h)

{

int i;

path[++tot]=x;

first[x]=tot;

deep[tot]=h;

for(i=0;i<mp[x].size();i++)

{

int to=mp[x][i].to;

if(to==pre) continue;

dis[to]=dis[x]+mp[x][i].w;

dfs(to,x,h+1);

path[++tot]=x;

deep[tot]=h;

}

}

void ST(int n)

{

int i,j,x,y;

for(i=1;i<=n;i++)

{

dp[i][0]=i;

}

for(j=1;(1<<j)<=n;j++)

{

for(i=1;i+(1<<j)-1<=n;i++)

{

x=dp[i][j-1];

y=dp[i+(1<<(j-1))][j-1];

dp[i][j]=deep[x]<deep[y]?x:y;

}

}

}

int query(int l,int r)

{

int len,x,y;

len=(int)log2(r-l+1);

x=dp[l][len];

y=dp[r-(1<<len)+1][len];

return deep[x]<deep[y]?x:y;

}

int LCA(int x,int y)

{

int l,r,pos;

l=first[x];

r=first[y];

if(l>r) swap(l,r);

pos=query(l,r);

return path[pos];

}

int getdist(int a,int b)

{

return dis[a]+dis[b]-2\*dis[LCA(a,b)];

}

void work(int n)

{

for(int i=0;i<=n;i++) dis[i]=0;

tot=0;

dfs(1,0,0);

ST(2\*n-1);

}

1.8.2 树链剖分 O(n)预处理,O(logn)查询

1.8.3 离线Tarjan O(n)

## **1.9** 树链剖分

/\*

size[]数组，以x为根的子树节点个数

top[]数组，当前节点的所在链的顶端节点

son[]数组，重儿子

deep[]数组，当前节点的深度

fa[]数组，当前节点的父亲

idx[]数组，树中每个节点剖分后的新编号

rnk[]数组，idx的逆，表示线段上中当前位置表示哪个节点

\*/

struct HLD

{

#define type int

struct edge{int a,b;type v;edge(int \_a,int \_b,type \_v=0):a(\_a),b(\_b),v(\_v){}};

struct node{int to;type w;node(){}node(int \_to,type \_w):to(\_to),w(\_w){}};

vector<int> mp[MAX];

vector<edge> e;

int deep[MAX],fa[MAX],size[MAX],son[MAX];

int rnk[MAX],top[MAX],idx[MAX],tot;

int n,rt;

void init(int \_n)

{

n=\_n;

for(int i=0;i<=n;i++) mp[i].clear();

e.clear();

e.pb(edge(0,0));

}

void add\_edge(int a,int b,type v=0)

{

e.pb(edge(a,b,v));

mp[a].pb(b);

mp[b].pb(a);

}

void dfs1(int x,int pre,int h)

{

int i,to;

deep[x]=h;

fa[x]=pre;

size[x]=1;

for(i=0;i<sz(mp[x]);i++)

{

to=mp[x][i];

if(to==pre) continue;

dfs1(to,x,h+1);

size[x]+=size[to];

if(son[x]==-1||size[to]>size[son[x]]) son[x]=to;

}

}

void dfs2(int x,int tp)

{

int i,to;

top[x]=tp;

idx[x]=++tot;

rnk[idx[x]]=x;

if(son[x]==-1) return;

dfs2(son[x],tp);

for(i=0;i<sz(mp[x]);i++)

{

to=mp[x][i];

if(to!=son[x]&&to!=fa[x]) dfs2(to,to);

}

}

void work(int \_rt)

{

int i;

rt=\_rt;

mem(son,-1);

tot=0;

dfs1(rt,0,0);

dfs2(rt,rt);

}

int LCA(int x,int y)

{

while(top[x]!=top[y])

{

if(deep[top[x]]<deep[top[y]]) swap(x,y);

x=fa[top[x]];

}

if(deep[x]>deep[y]) swap(x,y);

return x;

}

//node

void init\_node()

{

build(n);

}

void modify\_node(int x,int y,type val)

{

while(top[x]!=top[y])

{

if(deep[top[x]]<deep[top[y]]) swap(x,y);

update(idx[top[x]],idx[x],val);

x=fa[top[x]];

}

if(deep[x]>deep[y]) swap(x,y);

update(idx[x],idx[y],val);

}

type query\_node(int x,int y)

{

type res=0;

while(top[x]!=top[y])

{

if(deep[top[x]]<deep[top[y]]) swap(x,y);

res+=query(idx[top[x]],idx[x]);

x=fa[top[x]];

}

if(deep[x]>deep[y]) swap(x,y);

res+=query(idx[x],idx[y]);

return res;

}

//path

void init\_path()

{

v[idx[rt]]=0;

for(int i=1;i<n;i++)

{

if(deep[e[i].a]<deep[e[i].b]) swap(e[i].a,e[i].b);

v[idx[e[i].a]]=e[i].v;

}

build(n);

}

void modify\_edge(int id,type val)

{

if(deep[e[id].a]>deep[e[id].b]) update(idx[e[id].a],idx[e[id].a],val);

else update(idx[e[id].b],idx[e[id].b],val);

}

void modify\_path(int x,int y,type val)

{

while(top[x]!=top[y])

{

if(deep[top[x]]<deep[top[y]]) swap(x,y);

update(idx[top[x]],idx[x],val);

x=fa[top[x]];

}

if(deep[x]>deep[y]) swap(x,y);

if(x!=y) update(idx[x]+1,idx[y],val);

}

type query\_path(int x,int y)

{

type res=0;

while(top[x]!=top[y])

{

if(deep[top[x]]<deep[top[y]]) swap(x,y);

res+=query(idx[top[x]],idx[x]);

x=fa[top[x]];

}

if(deep[x]>deep[y]) swap(x,y);

if(x!=y) res+=query(idx[x]+1,idx[y]);

return res;

}

#undef type

}hld;

/\*\*\*\*\*\*\*\*\*\*\*attention!\*\*\*\*\*\*\*\*\*\*\*\*/

//hld.init(n)

//hld.add\_edge(): undirected edge.

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

## **1.10** KD-tree

namespace kd\_tree

{

const double alpha=0.75;

const int dim=2;

#define type int

const type NONE=INF; //初始值

struct kdtnode

{

bool exist;

int l,r,sz,fa,dep,x[dim],mx[dim],mn[dim];

type v,tag;

kdtnode(){}

void initval()

{

sz=exist;tag=v;

if(exist) for(int i=0;i<dim;i++) mn[i]=mx[i]=x[i];

}

void null()

{

exist=sz=0;

v=tag=NONE;

for(int i=0;i<dim;i++)

{

mx[i]=-INF;

mn[i]=INF;

}

}

void newnode(int x0,int x1,type val=NONE)

{

x[0]=x0;

x[1]=x1;

l=r=fa=0;

exist=1;

v=val;

initval();

}

kdtnode(int a,int b,type d=NONE){newnode(a,b,d);}

};

struct KDT

{

#define ls t[id].l

#define rs t[id].r

kdtnode t[MAX];

int tot,idx,root;

inline void pushup(int id)

{

t[id].initval();

t[id].sz+=t[ls].sz+t[rs].sz;

t[id].tag=min({t[ls].tag,t[rs].tag,t[id].tag});

for(int i=0;i<dim;i++)

{

if(ls)

{

t[id].mx[i]=max(t[id].mx[i],t[ls].mx[i]);

t[id].mn[i]=min(t[id].mn[i],t[ls].mn[i]);

}

if(rs)

{

t[id].mx[i]=max(t[id].mx[i],t[rs].mx[i]);

t[id].mn[i]=min(t[id].mn[i],t[rs].mn[i]);

}

}

}

bool isbad(int id){return t[id].sz\*alpha+3<max(t[ls].sz,t[rs].sz);}

int st[MAX],top;

void build(int &id,int l,int r,int fa,int dep=0)

{

id=0;if(l>r) return;

int m=(l+r)>>1; idx=dep;

nth\_element(st+l,st+m,st+r+1,[&](int x,int y){return t[x].x[idx]<t[y].x[idx];});

id=st[m];

build(ls,l,m-1,id,(dep+1)%dim);

build(rs,m+1,r,id,(dep+1)%dim);

pushup(id);

t[id].dep=dep;

t[id].fa=fa;

}

inline void init(int n=0)

{

root=0;

t[0].null();

for(int i=1;i<=n;i++) st[i]=i;

if(n) build(root,1,n,0);

tot=n;

}

void travel(int id)

{

if(!id) return;

if(t[id].exist) st[++top]=id;

travel(ls);

travel(rs);

}

void rebuild(int &id,int dep)

{

top=0;travel(id);

build(id,1,top,t[id].fa,dep);

}

void insert(int &id,int now,int fa,int dep=0)

{

if(!id)

{

id=now;

t[id].dep=dep;

t[id].fa=fa;

return;

}

if(t[now].x[dep]<t[id].x[dep]) insert(ls,now,id,(dep+1)%dim);

else insert(rs,now,id,(dep+1)%dim);

pushup(id);

if(isbad(id)) rebuild(id,t[id].dep);

t[id].dep=dep;

t[id].fa=fa;

}

inline void insert(kdtnode x){t[++tot]=x;insert(root,tot,0,0);}

inline void del(int id)

{

if(!id) return;

t[id].null();

int x=id;

while(x)

{

pushup(x);

x=t[x].fa;

}

if(isbad(id))

{

x=t[id].fa;

rebuild(root==id?root:(t[x].l==id?t[x].l:t[x].r),t[id].dep);

}

}

kdtnode q;

ll dist(ll x,ll y){return x\*x+y\*y;}

ll getdist(int id)//点q离区域t[id]最短距离

{

if(!id) return LLINF;

ll res=0;

if(q.x[0]<t[id].mn[0]) res+=dist(q.x[0]-t[id].mn[0],0);

if(q.x[1]<t[id].mn[1]) res+=dist(q.x[1]-t[id].mn[1],0);

if(q.x[0]>t[id].mx[0]) res+=dist(q.x[0]-t[id].mx[0],0);

if(q.x[1]>t[id].mx[1]) res+=dist(q.x[1]-t[id].mx[1],0);

return res;

}

kdtnode a,b;

inline int check(kdtnode &x)//x在矩形(a,b)内

{

int ok=1;

for(int i=0;i<dim;i++)

{

ok&=(x.x[i]>=a.x[i]);

ok&=(x.x[i]<=b.x[i]);

}

return ok;

}

inline int allin(kdtnode &x)//x的子树全在矩形(a,b)内

{

int ok=1;

for(int i=0;i<dim;i++)

{

ok&=(x.mn[i]>=a.x[i]);

ok&=(x.mx[i]<=b.x[i]);

}

return ok;

}

inline int allout(kdtnode &x)//x的子树全不在矩形(a,b)内

{

int ok=0;

for(int i=0;i<dim;i++)

{

ok|=(x.mx[i]<a.x[i]);

ok|=(x.mn[i]>b.x[i]);

}

return ok;

}

type res;

void query(int id)

{

if(!id) return;

if(allout(t[id])||t[id].sz==0) return;

if(allin(t[id]))

{

res=min(res,t[id].tag);

return;

}

if(check(t[id])&&t[id].exist) res=min(res,t[id].v);

int l,r;

l=ls;

r=rs;

if(t[l].tag>t[r].tag) swap(l,r);

if(t[l].tag<res) query(l);

if(t[r].tag<res) query(r);

}

inline type query(kdtnode \_a,kdtnode \_b)

{

a=\_a;b=\_b;

res=INF;

query(root);

return res;

}

}kd;

#undef type

#undef ls

#undef rs

}

using namespace kd\_tree;

## **1.11** k叉哈夫曼树

/\*

用两个队列代替优先队列 复杂度On

注意：小的先进 原数组记得先排序

\*/

int a[MAX];

int Huffman(int k)

{

int i,res,s;

queue<int> q,d;

s=((n-1)%(k-1)?k-1-(n-1)%(k-1):0);//计算要补多少个0

while(s--) q.push(0);

for(i=1;i<=n;i++) q.push(a[i]);

res=0;

while(sz(q)+sz(d)>1)

{

s=0;

for(i=0;i<k;i++)

{

if(sz(q)&&sz(d))

{

if(q.front()<d.front())

{

s+=q.front();

q.pop();

}

else

{

s+=d.front();

d.pop();

}

}

else if(sz(q))

{

s+=q.front();

q.pop();

}

else if(sz(d))

{

s+=d.front();

d.pop();

}

}

res+=s;

d.push(s);

}

return res;

}

# **2.**字符串

## **2.1** KMP

2.1.1 kmp

int Next[MAX];

void getnext(char \*b,int \*Next,int len)

{

int i,j;

i=0;

j=Next[0]=-1;

while(i<len)

{

if(j==-1||b[i]==b[j]) Next[++i]=++j;

else j=Next[j];

}

}

int KMP(char \*a,char \*b,int lena,int lenb)

{

int i,j;

getnext(b,Next,lenb);

i=j=0;

while(i<lena)

{

if(j==-1||a[i]==b[j])

{

i++;

j++;

}

else j=Next[j];

if(j==lenb) break;//successful match

}

return j==-1?0:j;

}

2.1.2 exkmp

struct exKMP

{

int next[MAX];

void getnext(char \*s)

{

int i,j,pos,len;

next[i=0]=len=strlen(s);

while(s[i]==s[i+1]&&i+1<len) i++;

next[1]=i;

pos=1;

for(i=2;i<len;i++)

{

if(next[i-pos]+i<next[pos]+pos) next[i]=next[i-pos];

else

{

j=max(0,next[pos]+pos-i);

while(i+j<len&&s[j]==s[j+i]) j++;

next[i]=j;

pos=i;

}

}

}

void work(char \*a,char \*b,int \*ex)

{

int i=0,j,pos,lena,lenb;

getnext(b);

lena=strlen(a);

lenb=strlen(b);

i=0;

while(a[i]==b[i]&&i<lenb&&i<lena) i++;

ex[0]=i;

pos=0;

for(i=1;i<lena;i++)

{

if(next[i-pos]+i<ex[pos]+pos) ex[i]=next[i-pos];

else

{

j=max(0,ex[pos]+pos-i);

while(i+j<lena&&j<lenb&&a[j+i]==b[j]) j++;

ex[i]=j;

pos=i;

}

}

}

}exkmp;

## **2.2** manacher

2.2.1 插分隔符

struct Manacher

{

int p[MAX<<1];

char s[MAX<<1];

int work(char \*a)

{

int len,i,mid,r,res=0;

len=strlen(a+1);

for(i=1;i<=len;i++)

{

p[i]=0;

s[2\*i-1]='%';

s[2\*i]=a[i];

}

s[len=len\*2+1]='%';

mid=r=0;

for(i=1;i<=len;i++)

{

if(i<r) p[i]=min(p[2\*mid-i],r-i);

else p[i]=1;

while(i-p[i]>=1&&i+p[i]<=len&&s[i-p[i]]==s[i+p[i]]) p[i]++;

if(i+p[i]>r)

{

r=i+p[i];

mid=i;

}

res=max(res,p[i]-1);

}

return res;

}

}la;

2.2.2 不插分隔符

struct Manacher

{

int p[MAX];

int work(char \*s)//return max length of palindrome

{

int r,mid,i,len,res=0;

len=strlen(s+1);

//odd

r=mid=0;

mem(p,0);

for(i=1;i<=len;i++)

{

//substring s[i,i]

if(r>i) p[i]=min(p[2\*mid-i],r-i);

while(i+p[i]+1<=len&&s[i+p[i]+1]==s[i-p[i]-1])

{

//substring s[i-p[i]-1,i+p[i]+1]

p[i]++;

}

if(i+p[i]>r)

{

r=i+p[i];

mid=i;

}

res=max(res,p[i]\*2+1);

}

//even

r=mid=0;

mem(p,0);

for(i=2;i<=len;i++)

{

if(r>i) p[i]=min(p[2\*mid-i],r-i+1);

while(i+p[i]<=len&&s[i+p[i]]==s[i-p[i]-1])

{

//substring s[i-p[i]-1,i+p[i]]

p[i]++;

}

if(i+p[i]-1>r)

{

r=i+p[i]-1;

mid=i;

}

res=max(res,p[i]\*2);

}

return res;

}

}la;

## **2.3** AC自动机

struct AC\_Automaton

{

static const int K=26;//may need change

int next[MAX][K],fail[MAX],cnt[MAX],last[MAX];

int root,tot;

inline int getid(char c)//may need change

{

return c-'a';

}

int newnode()

{

mem(next[tot],0);

fail[tot]=0;

cnt[tot]=0;

return tot++;

}

void init()

{

tot=0;

root=newnode();

}

void insert(char \*s)

{

int len,now,i;

len=strlen(s);

now=root;

for(i=0;i<len;i++)

{

int t=getid(s[i]);

if(!next[now][t]) next[now][t]=newnode();

now=next[now][t];

}

cnt[now]++;

}

void setfail()

{

int i,now;

queue<int>q;

for(i=0;i<K;i++)

{

if(next[root][i]) q.push(next[root][i]);

}

while(!q.empty())

{

now=q.front();

q.pop();

//suffix link

if(cnt[fail[now]]) last[now]=fail[now];

else last[now]=last[fail[now]];

/\*

may need add something here:

cnt[now]+=cnt[fail[now]];

\*/

for(i=0;i<K;i++)

{

if(next[now][i])

{

fail[next[now][i]]=next[fail[now]][i];

q.push(next[now][i]);

}

else next[now][i]=next[fail[now]][i];

}

}

}

int query(char \*s)

{

int len,now,i,res;

len=strlen(s);

now=root;

res=0;

for(i=0;i<len;i++)

{

int t=getid(s[i]);

now=next[now][t];

int tmp=now;

while(tmp&&cnt[tmp]!=-1)

{

res+=cnt[tmp];

cnt[tmp]=-1;

tmp=last[tmp];

}

}

return res;

}

//build fail tree

vector<int> mp[MAX];

void build\_tree()

{

for(int i=0;i<=tot;i++) mp[i].clear();

for(int i=1;i<tot;i++) mp[fail[i]].pb(i);

}

}ac;

## **2.4** hash

2.4.1 hash

//seed通常rand()一个

//p通常用1e9+7 或者1e9+9

//ull比mod快

struct hash\_table

{

ll seed,p;

ll Hash[MAX],tmp[MAX];

void set(ll \_seed,ll \_p)

{

seed=\_seed;

p=\_p;

}

void work(char \*s,int n)

{

tmp[0]=1;

Hash[0]=0;

for(int i=1;i<=n;i++)

{

tmp[i]=tmp[i-1]\*seed%p;

Hash[i]=(Hash[i-1]\*seed+(s[i]-'a'))%p;//may need change

}

}

ll get(int l,int r)

{

return ((Hash[r]-Hash[l-1]\*tmp[r-l+1])%p+p)%p;

}

};

2.4.2 BKDRHash

struct BKDRHash

{

static const ull seed=1313131;//31,131,1313,13131,131313

static const int p=2000007;

ull Hash[MAX],tmp[MAX];

ull val[MAX];

int last[p+10],nex[MAX],cnt;

void init()//clear hash table

{

mem(last,0);

cnt=0;

}

bool insert(ull x)

{

int u=x%p;

for(int i=last[u];i;i=nex[i])

{

if(val[i]==x) return 1;

}

nex[++cnt]=last[u];

last[u]=cnt;

val[cnt]=x;

return 0;

}

void work(char \*s,int n)

{

tmp[0]=1;

Hash[0]=0;

for(int i=1;i<=n;i++)

{

tmp[i]=tmp[i-1]\*seed;

Hash[i]=Hash[i-1]\*seed+s[i];

}

}

ull get(int l,int r)

{

return Hash[r]-Hash[l-1]\*tmp[r-l+1];

}

}bkdr; //bkdr.init();

2.4.3 Hash\_map

struct Hash\_map

{

static const int p=999917;

ll val[MAX],w[MAX];

int tot,head[p],nex[MAX];

int top,st[MAX];

void clear(){tot=0;while(top) head[st[top--]]=0;}

void add(int x,ll y){val[++tot]=y;nex[tot]=head[x];head[x]=tot;w[tot]=0;}

bool count(ll y)

{

int x=y%p;

for(int i=head[x];i;i=nex[i])

{

if(y==val[i]) return 1;

}

return 0;

}

ll& operator [](ll y)

{

int x=y%p;

for(int i=head[x];i;i=nex[i])

{

if(y==val[i]) return w[i];

}

add(x,y);

st[++top]=x;

return w[tot];

}

}mp;

## **2.5** 回文树

struct Palindrome\_Tree

{

int len[MAX],next[MAX][26],fail[MAX],last,s[MAX],tot,n;

int cnt[MAX],deep[MAX];

int newnode(int l)

{

mem(next[tot],0);

fail[tot]=0;

deep[tot]=cnt[tot]=0;

len[tot]=l;

return tot++;

}

void init()

{

tot=n=last=0;

newnode(0);

newnode(-1);

s[0]=-1;

fail[0]=1;

}

int get\_fail(int x)

{

while(s[n-len[x]-1]!=s[n]) x=fail[x];

return x;

}

void add(int t)//attention the type of t is int

{

int id,now;

s[++n]=t;

now=get\_fail(last);

if(!next[now][t])

{

id=newnode(len[now]+2);

fail[id]=next[get\_fail(fail[now])][t];

deep[id]=deep[fail[id]]+1;

next[now][t]=id;

}

last=next[now][t];

cnt[last]++;

}

void count()

{

for(int i=tot-1;~i;i--) cnt[fail[i]]+=cnt[i];

}

}pam; //pam.init();

# **3.**图论

## **3.1 链式前向星**

//注意 这里MAX指的是边数 双向边要\*2

int head[MAX],tot;

struct node

{

int to,v,next;

}mp[MAX];

void init()

{

mem(head,-1);

tot=0;

}

void add(int x,int y,int v)

{

mp[tot].v=v;

mp[tot].to=y;

mp[tot].next=head[x];

head[x]=tot++;

}

## **3.2 最短路**

3.2.1 Dijkstra

struct node

{

int id;

int v;

node(){}

node(int a,int b) :id(a),v(b){}

friend bool operator <(node a,node b){return a.v>b.v;}

};

vector<node> mp[MAX];

bool flag[MAX];

int dis[MAX];

void dij(int s)

{

priority\_queue<node> q;

node t,to;

mem(dis,0x3f);

mem(flag,0);

dis[s]=0;

q.push(node(s,0));

while(!q.empty())

{

t=q.top();

q.pop();

if(flag[t.id]) continue;

flag[t.id]=1;

for(int i=0;i<sz(mp[t.id]);i++)

{

to=mp[t.id][i];

if(dis[to.id]>dis[t.id]+to.v)

{

dis[to.id]=dis[t.id]+to.v;

q.push(node(to.id,dis[to.id]));

}

}

}

}

3.2.2 spfa

//最长路 dis变为-INF 松弛改成<

struct node

{

int id;

int v;

node(){}

node(int a,int b) :id(a),v(b){}

};

vector<node> mp[MAX];

int dis[MAX];

bool flag[MAX];

void spfa(int s)

{

queue<node> q;

node t,to;

mem(dis,0x3f);

mem(flag,0);

dis[s]=0;

flag[s]=1;

q.push(node(s,dis[s]));

while(!q.empty())

{

t=q.front();

q.pop();

flag[t.id]=0;

for(int i=0;i<sz(mp[t.id]);i++)

{

to=mp[t.id][i];

if(dis[to.id]>dis[t.id]+to.v)

{

dis[to.id]=dis[t.id]+to.v;

if(!flag[to.id])

{

q.push(node(to.id,dis[to.id]));

flag[to.id]=1;

}

}

}

}

}

## **3.3 floyd求最小环 hdu1599**

int mp[111][111],dis[111][111],ans,n;

void floyd()

{

int i,j,k;

for(k=1;k<=n;k++)

{

for(i=1;i<k;i++)

{

if(mp[k][i]==INF) continue;

for(j=i+1;j<k;j++)

{

if(mp[k][j]==INF) continue;

ans=min(ans,mp[k][i]+mp[k][j]+dis[i][j]);

}

}

for(i=1;i<=n;i++)

{

if(dis[i][k]==INF) continue;

for(j=1;j<=n;j++)

{

if(dis[k][j]==INF) continue;

dis[i][j]=min(dis[i][j],dis[i][k]+dis[k][j]);

}

}

}

}

int main()

{

int m,i,a,b,w;

while(~scanf("%d%d",&n,&m))

{

mem(mp,0x3f);

mem(dis,0x3f);

ans=INF;

while(m--)

{

scanf("%d%d%d",&a,&b,&w);

mp[a][b]=mp[b][a]=dis[a][b]=dis[b][a]=min(mp[a][b],w);

}

floyd();

if(ans==INF) puts("It's impossible.");

else printf("%d\n",ans);

}

return 0;

}

## **3.4 最小生成树**

3.4.1 prim

struct node

{

int id;

int v;

node(){}

node(int a,int b) :id(a),v(b){}

friend bool operator <(node a,node b){return a.v>b.v;}

};

vector<node> mp[MAX];

bool flag[MAX];

int dis[MAX],ans;

void prim()

{

node t,to;

priority\_queue<node> q;

mem(dis,0x3f);

mem(flag,0);

dis[1]=0;

q.push(node(1,dis[1]));

ans=0;

while(!q.empty())

{

t=q.top();

q.pop();

if(flag[t.id]) continue;

flag[t.id]=1;

ans+=dis[t.id];

for(int i=0;i<sz(mp[t.id]);i++)

{

to=mp[t.id][i];

if(!flag[to.id]&&dis[to.id]>to.v)

{

dis[to.id]=to.v;

q.push(node(to.id,dis[to.id]));

}

}

}

}

3.4.2 kruskal

int pre[MAX],ans;

struct node

{

int x,y,v;

node(){}

node(int a,int b,int c):x(a),y(b),v(c){}

friend bool operator<(node a,node b)

{

return a.v<b.v;

}

}a[MAX];

void init(int n)

{

for(int i=1;i<=n;i++) pre[i]=i;

}

int find(int x)

{

if(pre[x]!=x) pre[x]=find(pre[x]);

return pre[x];

}

void merge(node s)

{

int rx,ry;

rx=find(s.x);

ry=find(s.y);

if(rx!=ry)

{

pre[rx]=ry;

ans+=s.v;

}

}

void kruskal(int n,int m,node \*s)

{

init(n);

ans=0;

sort(s,s+m);

for(int i=0;i<m;i++) merge(s[i]);

}

## **3.5 最小树形图**(待补)

## **3.6 二分图匹配**

最小点覆盖的点数=最大匹配数

最小路径覆盖的边数=顶点数n-最大匹配数

最大独立集=最小路径覆盖=顶点数n-最大匹配数

3.6.1 匈牙利算法

vector<int> mp[MAX];

int link[MAX],used[MAX];

int dfs(int x)

{

int i,to;

for(i=0;i<sz(mp[x]);i++)

{

to=mp[x][i];

if(!used[to])

{

used[to]=1;

if(link[to]==-1||dfs(link[to]))

{

link[to]=x;

return 1;

}

}

}

return 0;

}

int hungary(int n)//返回最大匹配数

{

mem(link,-1);

int i,res=0;

for(i=1;i<=n;i++)

{

mem(used,0);

if(dfs(i)) res++;

}

return res;

}

## **3.7 网络流**

3.7.1 Dinic

struct Dinic

{

static const int N=1010;

struct node

{

int from,to,cap,flow;

node(int u,int v,int c,int f) :from(u),to(v),cap(c),flow(f){}

};

int s,t;

vector<node> edge;

vector<int> mp[N];

int vis[N],dist[N],id[N];

void init(int n)

{

edge.clear();

for(int i=0;i<=n;i++)

{

mp[i].clear();

id[i]=dist[i]=vis[i]=0;

}

}

void add(int from,int to,int cap)

{

edge.pb(node(from,to,cap,0));

edge.pb(node(to,from,0,0));

int m=edge.size();

mp[from].pb(m-2);

mp[to].pb(m-1);

}

bool bfs()

{

int i,x;

mem(vis,0);

queue<int>q;

q.push(s);

dist[s]=0;

vis[s]=1;

while(!q.empty())

{

x=q.front();

q.pop();

for (i=0;i<mp[x].size();i++)

{

node &e=edge[mp[x][i]];

if(!vis[e.to]&&e.cap>e.flow)

{

vis[e.to]=1;

dist[e.to]=dist[x]+1;

q.push(e.to);

}

}

}

return vis[t];

}

int dfs(int x,int a)

{

if(x==t||!a)return a;

int flow = 0, f;

for(int &i=id[x];i<mp[x].size();i++)

{

node &e=edge[mp[x][i]];

if(dist[x]+1==dist[e.to]&&(f=dfs(e.to,min(a,e.cap-e.flow)))>0)

{

e.flow+=f;

edge[mp[x][i]^1].flow-=f;

flow+=f;

a-=f;

if(!a) break;

}

}

return flow;

}

int maxflow(int \_s,int \_t)

{

s=\_s;

t=\_t;

int res=0;

while(bfs())

{

mem(id,0);

res+=dfs(s,INF);

}

return res;

}

}dc;

3.7.2 ISAP

struct ISAP

{

static const int N=100010;

struct node

{

int from,to,cap,flow;

node(){}

node(int u,int v,int c,int f):from(u),to(v),cap(c),flow(f){}

};

int p[N],num[N],cur[N],d[N];

int t,s,n;

bool vis[N];

vector<int> mp[N];

vector<node> edge;

void init(int \_n)

{

n=\_n;

for(int i=0;i<=n;i++)

{

mp[i].clear();

d[i]=INF;

vis[i]=num[i]=cur[i]=0;

}

edge.clear();

}

void add(int from,int to,int cap)

{

edge.pb(node(from,to,cap,0));

edge.pb(node(to,from,0,0));

int m=edge.size();

mp[from].pb(m-2);

mp[to].pb(m-1);

}

bool bfs()

{

queue<int> q;

d[t]=0;

vis[t]=1;

q.push(t);

while(!q.empty())

{

int u=q.front();

q.pop();

for(int i=0;i<mp[u].size();i++)

{

node &e=edge[mp[u][i]^1];

if(!vis[e.from]&&e.cap>e.flow)

{

vis[e.from]=true;

d[e.from]=d[u]+1;

q.push(e.from);

}

}

}

return vis[s];

}

int augment()

{

int u=t,flow=INF;

while(u!=s)

{

node &e=edge[p[u]];

flow=min(flow,e.cap-e.flow);

u=edge[p[u]].from;

}

u=t;

while(u!=s)

{

edge[p[u]].flow+=flow;

edge[p[u]^1].flow-=flow;

u=edge[p[u]].from;

}

return flow;

}

int maxflow(int \_s,int \_t)

{

s=\_s;

t=\_t;

int flow=0;

bfs();

if(d[s]>=n) return 0;

for(int i=0;i<n;i++)

{

if(d[i]<INF) num[d[i]]++;

}

int u=s;

while(d[s]<n)

{

if(u==t)

{

flow+=augment();

u=s;

}

bool ok=false;

for(int i=cur[u];i<mp[u].size();i++)

{

node &e=edge[mp[u][i]];

if(e.cap>e.flow&&d[u]==d[e.to]+1)

{

ok=true;

p[e.to]=mp[u][i];

cur[u]=i;

u=e.to;

break;

}

}

if(!ok)

{

int mn=n-1;

for(int i=0;i<mp[u].size();i++)

{

node &e=edge[mp[u][i]];

if(e.cap>e.flow) mn=min(mn,d[e.to]);

}

if(--num[d[u]]==0) break;

num[d[u]=mn+1]++;

cur[u]=0;

if(u!=s) u=edge[p[u]].from;

}

}

return flow;

}

}isap;

3.7.3 High Level Preflow Push

struct High\_Level\_Preflow\_Push

{

static const int N=10010;

struct node{int v,cap,index;};

vector<node> edge[N];

vector<int> List[N];

vector<list<int>::iterator> listit;

list<int> dlist[N];

int highest,highestActive,vis[N],excess[N],height[N],n;

void init(int \_n)

{

n=\_n;

for(int i=0;i<=n;i++) edge[i].clear();

}

void add(int u,int v,int cap)

{

edge[u].push\_back(node{v,cap,edge[v].size()});

edge[v].push\_back(node{u,0,edge[u].size()-1});

}

void globalRelabel(int t)

{

int u,i,hp,v,index;

queue<int> q;

for(i=0;i<=n;i++)

{

height[i]=n;

List[i].clear();

dlist[i].clear();

vis[i]=0;

}

height[t]=0;

q.push(t);

while(!q.empty())

{

u=q.front();

q.pop();

for(i=0;i<edge[u].size();i++)

{

v=edge[u][i].v;

index=edge[u][i].index;

if(height[v]==n&&edge[v][index].cap>0)

{

height[v]=height[u]+1;

vis[height[v]]++;

q.push(hp=v);

}

}

}

for(i=0;i<n;i++)

{

if(height[i]<n)

{

listit[i]=dlist[height[i]].insert(dlist[height[i]].begin(),i);

if(excess[i]>0) List[height[i]].push\_back(i);

}

}

highest=height[hp];

highestActive=height[hp];

}

void push(int u,node &e)

{

int v,df;

v=e.v;

df=min(excess[u],e.cap);

e.cap=e.cap-df;

edge[v][e.index].cap=edge[v][e.index].cap+df;

excess[u]=excess[u]-df;

excess[v]=excess[v]+df;

if(excess[v]>0&&excess[v]<=df) List[height[v]].push\_back(v);

}

void discharge(int u)

{

int i,nh,v,cap,h;

nh=n;

for(i=0;i<edge[u].size();i++)

{

v=edge[u][i].v;

cap=edge[u][i].cap;

if(cap>0)

{

if(height[u]==height[v]+1)

{

push(u,edge[u][i]);

if(excess[u]==0) return;

}

else nh=min(nh,height[v]+1);

}

}

h=height[u];

if(vis[h]==1)

{

for(i=h;i<=highest;i++)

{

for(list<int>::iterator it=dlist[i].begin();it!=dlist[i].end();it++)

{

vis[height[\*it]]--;

height[\*it]=n;

}

dlist[i].clear();

}

highest=h-1;

}

else

{

vis[h]--;

listit[u]=dlist[h].erase(listit[u]);

height[u]=nh;

if(nh==n) return;

vis[nh]++;

listit[u]=dlist[nh].insert(dlist[nh].begin(),u);

highestActive=nh;

highest=max(highest,highestActive);

List[nh].push\_back(u);

}

}

int maxflow(int s,int e)

{

int i,u;

if(s==e) return 0;

highestActive=0;

highest=0;

for(i=0;i<=n;i++) height[i]=vis[i]=excess[i]=0;

height[s]=n;

listit.resize(n);

for(i=0;i<n;i++)

{

if(i!=s)

{

listit[i]=dlist[height[i]].insert(dlist[height[i]].begin(),i);

}

}

vis[0]=n-1;

excess[s]=INF;

excess[e]=-INF;

for(i=0;i<edge[s].size();i++) push(s,edge[s][i]);

globalRelabel(e);

while(highestActive>=0)

{

if(List[highestActive].empty()==1)

{

highestActive--;

continue;

}

u=List[highestActive].back();

List[highestActive].pop\_back();

discharge(u);

}

return excess[e]+INF;

}

}hlpp;

## **3.8 费用流**

3.8.1 Min Cost Max Flow

struct MCMF

{

#define type int //int->INF ll->LLINF

static const int N=2005;

struct node

{

int from,to;

type cap,flow,cost;

node(){}

node(int u,int v,type c,type f,type co):from(u),to(v),cap(c),flow(f),cost(co){}

};

int n,s,t;

vector<node> edge;

vector<int> mp[N];

int vis[N],id[N];

type d[N],a[N];

void init(int \_n)

{

n=\_n;

for(int i=0;i<=n;i++) mp[i].clear();

edge.clear();

}

void add(int from,int to,type cap,type cost=0)

{

edge.pb(node(from,to,cap,0,cost));

edge.pb(node(to,from,0,0,-cost));

int m=edge.size();

mp[from].pb(m-2);

mp[to].pb(m-1);

}

bool spfa(type& flow,type& cost)

{

for(int i=0;i<=n;i++)

{

d[i]=INF;

vis[i]=0;

}

d[s]=0;vis[s]=1;id[s]=0;a[s]=INF;

queue<int> q;

q.push(s);

while(!q.empty())

{

int x=q.front();

q.pop();

vis[x]=0;

for(int i=0;i<mp[x].size();i++)

{

node& e=edge[mp[x][i]];

int to=e.to;

if(e.cap>e.flow&&d[to]>d[x]+e.cost)

{

d[to]=d[x]+e.cost;

a[to]=min(a[x],e.cap-e.flow);

id[to]=mp[x][i];

if(!vis[to])

{

vis[to]=1;

q.push(to);

}

}

}

}

if(d[t]==INF) return false;

flow+=a[t];

cost+=a[t]\*d[t];

int x=t;

while(x!=s)

{

edge[id[x]].flow+=a[t];

edge[id[x]^1].flow-=a[t];

x=edge[id[x]].from;

}

return true;

}

pair<type,type> mincost\_maxflow(int \_s,int \_t)

{

type flow=0,cost=0;

s=\_s;

t=\_t;

while(spfa(flow,cost));

return MP(cost,flow);

}

#undef type

}mcmf;

## **3.9 强连通分量**

int scc,top,tot;

vector<int> mp[MAX];

int low[MAX],dfn[MAX],belong[MAX];

int stk[MAX],flag[MAX];

void init(int n)

{

int i;

for(i=1;i<=n;i++)

{

mp[i].clear();

low[i]=0;

dfn[i]=0;

stk[i]=0;

flag[i]=0;

}

scc=top=tot=0;

}

void tarjan(int x)

{

int to,i,temp;

stk[top++]=x;

flag[x]=1;

low[x]=dfn[x]=++tot;

for(i=0;i<mp[x].size();i++)

{

to=mp[x][i];

if(!dfn[to])

{

tarjan(to);

low[x]=min(low[x],low[to]);

}

else if(flag[to]) low[x]=min(low[x],dfn[to]);

}

if(low[x]==dfn[x])

{

scc++;

do

{

temp=stk[--top];

flag[temp]=0;

belong[temp]=scc;

}while(temp!=x);

}

}

## **3.10 双连通分量**

3.10.1 边双连通-桥-割点

namespace Tarjan

{

int bcc,top,tot,n;

vector<int> mp[MAX];

vector<PII > bridge;

int low[MAX],dfn[MAX],belong[MAX],fa[MAX];

int stk[MAX];

int cut[MAX],add\_block[MAX];

void dfs(int x,int pre)

{

int to,i,tmp,k,son;

stk[top++]=x;

low[x]=dfn[x]=++tot;

fa[x]=pre;

son=k=0;

for(auto to:mp[x])

{

if(to==pre&&!k)

{

k++;

continue;

}

if(!dfn[to])

{

son++;

dfs(to,x);

low[x]=min(low[x],low[to]);

if(x!=pre&&low[to]>=dfn[x])

{

cut[x]=1;

add\_block[x]++;

}

if(low[to]>dfn[x]) bridge.pb(MP(x,to));

}

else low[x]=min(low[x],dfn[to]);

}

if(x==pre&&son>1)

{

cut[x]=1;

add\_block[x]=son-1;

}

if(low[x]==dfn[x])

{

bcc++;

do

{

tmp=stk[--top];

belong[tmp]=bcc;

}while(tmp!=x);

}

}

void work(int \_n,vector<int> e[])

{

n=\_n;

for(int i=1;i<=n;i++)

{

mp[i]=e[i];

low[i]=dfn[i]=fa[i]=stk[i]=0;

cut[i]=add\_block[i]=0;

}

bcc=top=tot=0;

bridge.clear();

for(int i=1;i<=n;i++)

{

if(!dfn[i]) dfs(i,i);

}

}

void rebuild(vector<int> e[])

{

int i,t;

for(i=1;i<=n;i++) e[i].clear();

for(i=1;i<=n;i++)

{

t=fa[i];

if(belong[i]!=belong[t])

{

e[belong[i]].pb(belong[t]);

e[belong[t]].pb(belong[i]);

}

}

}

}

## **3.11 2-sat**

3.11.1 染色法 输出字典序最小的解 O(n\*m)

vector<int> mp[MAX];

bool flag[MAX];

int cnt,s[MAX];

void init(int n)

{

int i;

for(i=0;i<2\*n;i++)

{

mp[i].clear();

}

mem(flag,0);

}

bool dfs(int x)

{

int i;

if(flag[x^1]) return 0;

if(flag[x]) return 1;

s[cnt++]=x;

flag[x]=1;

for(i=0;i<sz(mp[x]);i++)

{

if(!dfs(mp[x][i])) return 0;

}

return 1;

}

void twosat(int n)

{

int i;

for(i=0;i<2\*n;i++)

{

if(!flag[i]&&!flag[i^1])

{

cnt=0;

if(!dfs(i))

{

while(cnt) flag[s[--cnt]]=0;

if(!dfs(i^1))//无解

{

puts("NO");

return;

}

}

}

}

for(i=0;i<2\*n;i+=2)

{

if(flag[i]) printf("%d\n",i+1);

else printf("%d\n",i+2);

}

}

3.10.2 强连通缩点法 输出任意一组解 O(n+m)

int scc,top,tot;

vector<int> mp[MAX];

int low[MAX],dfn[MAX],belong[MAX];

int stk[MAX],flag[MAX];

int pos[MAX],degree[MAX],ans[MAX],outflag[MAX],cnt;

vector<int> dag[MAX];

void init(int n)

{

int i;

for(i=0;i<2\*n;i++)

{

mp[i].clear();

dag[i].clear();

low[i]=0;

dfn[i]=0;

stk[i]=0;

flag[i]=0;

degree[i]=0;

outflag[i]=0;

}

scc=top=tot=0;

}

void tarjan(int x)

{

int to,i,temp;

stk[top++]=x;

flag[x]=1;

low[x]=dfn[x]=++tot;

for(i=0;i<mp[x].size();i++)

{

to=mp[x][i];

if(!dfn[to])

{

tarjan(to);

low[x]=min(low[x],low[to]);

}

else if(flag[to]) low[x]=min(low[x],dfn[to]);

}

if(low[x]==dfn[x])

{

scc++;

do

{

temp=stk[--top];

flag[temp]=0;

belong[temp]=scc;

}while(temp!=x);

}

}

void add(int x,int y)

{

mp[x].pb(y);

}

void topsort(int n)

{

int i,t;

queue<int> q;

cnt=0;

for(i=1;i<=scc;i++)

{

if(degree[i]==0) q.push(i);

outflag[i]=0;

}

while(!q.empty())

{

t=q.front();

q.pop();

if(outflag[t]==0)

{

outflag[t]=1;

outflag[pos[t]]=2;

}

for(i=0;i<sz(dag[t]);i++)

{

int to=dag[t][i];

degree[to]--;

if(degree[to]==0) q.push(to);

}

}

}

void builddag(int n)

{

int i,j,to;

for(i=0;i<2\*n;i++)

{

for(j=0;j<sz(mp[i]);j++)

{

to=mp[i][j];

if(belong[i]!=belong[to])

{

degree[belong[i]]++;

dag[belong[to]].pb(belong[i]);

}

}

}

}

void twosat(int n)

{

int i;

for(i=0;i<2\*n;i++)

{

if(!dfn[i]) tarjan(i);

}

for(i=0;i<n;i++)

{

if(belong[2\*i]==belong[2\*i+1])//无解

{

puts("NO");

return;

}

pos[belong[2\*i]]=belong[2\*i+1];

pos[belong[2\*i+1]]=belong[2\*i];

}

builddag(n);

topsort(n);

cnt=0;

for(i=0;i<2\*n;i++)

{

if(outflag[belong[i]]==1) ans[cnt++]=i+1;

}

for(i=0;i<cnt;i++)

{

printf("%d\n",ans[i]);

}

}

# **4.**数论

## **4.1 素数筛与分解质因数**

/\*

prime[x]表示x的最小质因数(x>=2)

prime[x]==x(x>=2)，表示x是素数。

\*/

4.1.1 埃氏筛

int p[MAX],tot,prime[MAX];

void init(int n)

{

int i,j;

tot=0;

mem(prime,0);

prime[1]=1;

for(i=2;i<=n;i++)

{

if(prime[i]) continue;

p[tot++]=i;

for(j=i;j<=n;j+=i)

{

if(!prime[j]) prime[j]=i;

}

}

}

4.1.2 线性筛

int p[MAX],tot,prime[MAX];

void init(int n)

{

int i,j;

tot=0;

mem(prime,0);

prime[1]=1;

for(i=2;i<=n;i++)

{

if(!prime[i]) prime[i]=p[tot++]=i;

for(j=0;j<tot&&p[j]\*i<=n;j++)

{

prime[i\*p[j]]=p[j];

if(i%p[j]==0) break;

}

}

}

4.1.3 区间筛

ll p[MAX],tot;

bool flag[MAX],prime[MAX];

void init(ll l,ll r)

{

ll i,j,sq=sqrt(r+0.5);

tot=0;

for(i=0;i<=sq;i++) flag[i]=1;

for(i=l;i<=r;i++) prime[i-l]=1;

if(l==0) prime[0]=prime[1]=0;

if(l==1) prime[0]=0;

for(i=2;i<=sq;i++)

{

if(!flag[i]) continue;

for(j=i+i;j<=sq;j+=i) flag[j]=0;

for(j=max(2LL,(l+i-1)/i)\*i;j<=r;j+=i) prime[j-l]=0;

}

for(i=l;i<=r;i++)

{

if(prime[i-l]) p[tot++]=i;

}

}

4.1.4 分解质因数

vector<int> res;

void work(int x)

{

int t;

res.clear();

while(x>1)

{

t=prime[x];

while(x%t==0&&x>1) x/=t;

res.pb(t);

}

}

## **4.2 Miller\_Rabin + Pollard\_rho**

const int S=20;

mt19937 rd(time(0));

ll mul2(ll a,ll b,ll p)

{

ll res=0;

while(b)

{

if(b&1) res=(res+a)%p;

a=(a+a)%p;

b>>=1;

}

return res;

}

ll pow2(ll a,ll b,ll p)

{

ll res=1;

while(b)

{

if(b&1) res=mul2(res,a,p);

a=mul2(a,a,p);

b>>=1;

}

return res;

}

int check(ll a,ll n,ll x,ll t)//一定是合数返回1,不一定返回0

{

ll now,nex,i;

now=nex=pow2(a,x,n);

for(i=1;i<=t;i++)

{

now=mul2(now,now,n);

if(now==1&&nex!=1&&nex!=n-1) return 1;

nex=now;

}

if(now!=1) return 1;

return 0;

}

int Miller\_Rabin(ll n)

{

if(n<2) return 0;

if(n==2) return 1;

if((n&1)==0) return 0;

ll x,t,i;

x=n-1;

t=0;

while((x&1)==0) x>>=1,t++;

for(i=0;i<S;i++)

{

if(check(rd()%(n-1)+1,n,x,t)) return 0;

}

return 1;

}

ll Pollard\_rho(ll x,ll c)

{

ll i,k,g,t,y;

i=1;

k=2;

y=t=rd()%x;

while(1)

{

i++;

t=(mul2(t,t,x)+c)%x;

g=\_\_gcd(y-t+x,x);

if(g!=1&&g!=x) return g;

if(y==t) return x;

if(i==k)

{

y=t;

k+=k;

}

}

}

vector<ll> fac;

void findfac(ll n)

{

if(Miller\_Rabin(n))

{

fac.pb(n);

return;

}

ll t=n;

while(t>=n) t=Pollard\_rho(t,rd()%(n-1)+1);

findfac(t);

findfac(n/t);

}

void work(ll x)

{

fac.clear();

findfac(x);

}

## **4.3 exgcd**

4.3.1 exgcd

/\*

解xa+yb=gcd(a,b)

返回值为gcd(a,b)

其中一组解为x y

通解:

x1=x+b/gcd(a,b)\*t

y1=y-a/gcd(a,b)\*t

(t为任意整数)

\*/

ll exgcd(ll a,ll b,ll &x,ll &y)

{

if(b==0)

{

x=1;

y=0;

return a;

}

ll g,t;

g=exgcd(b,a%b,x,y);

t=x;

x=y;

y=t-a/b\*y;

return g;

}

4.3.2 xa+yb=c

//xa+yb=c 有解条件 c%gcd(a,b)==0

ll linear\_equation(ll a,ll b,ll c,ll &x,ll &y)

{

ll g,t;

g=exgcd(a,b,x,y);

if(!c) x=y=0;

else if((!a&&!b&&c)||c%g) return -1;//no solution

else if(!a&&b) x=1,y=c/b;

else if(a&&!b) x=c/a,y=-c/a;

else

{

a/=g,b/=g,c/=g;

x\*=c,y\*=c;

t=x;

x%=b;

if(x<=0) x+=b;//or x<0

ll k=(t-x)/b;

y+=k\*a;

}

return g;

}

## **4.4 逆元**

4.4.1 费马小定理

//条件:mod为素数

ll inv(ll x,ll p){return pow2(x,p-2);}

4.4.2 扩展欧几里得

/\*

条件:gcd(a,mod)==1

如果gcd(a,mod)!=1 返回-1

\*/

ll inv(ll a,ll p)

{

ll g,x,y;

g=exgcd(a,p,x,y);

return g==1?(x+p)%p:-1;

}

4.4.3 公式

/\*

a/b%mod=c

->a%(b\*mod)/b=c

\*/

4.4.4 逆元打表

/\*

p是模

p要求是奇素数

\*/

ll inv[MAX];

void getinv(int n,ll p)

{

ll i;

inv[1]=1;

for(i=2;i<=n;i++) inv[i]=(p-p/i)\*inv[p%i]%p;

}

## **4.5 中国剩余定理**

//m是除数 r是余数 p是除数的LCM(也就是答案的循环节)

int CRT(int \*m,int \*r,int n)

{

int p=m[0],res=r[0],x,y,g;

for(int i=1;i<n;i++)

{

g=exgcd(p,m[i],x,y);

if((r[i]-res)%g) return -1;//无解

x=(r[i]-res)/g\*x%(m[i]/g);

res+=x\*p;

p=p/g\*m[i];

res%=p;

}

return res>0?res:res+p;

}

## **4.6 欧拉函数**

//应用： <=n且与n互质的数的和：n\*phi[n]/2

4.6.1 直接求某个数的欧拉函数 O(sqrt(n))

int Euler(int n)

{

int ans,i;

ans=n;

for(i=2;i\*i<=n;i++)

{

if(n%i==0)

{

ans=ans-ans/i;

while(n%i==0) n/=i;

}

}

if(n>1) ans=ans-ans/n;

return ans;

}

4.6.2 线性筛 O(n)

int prime[MAX],phi[MAX],cnt;

bool flag[MAX];

void Euler(int n)

{

int i,j,k;

cnt=0;

mem(flag,0);

for(int i=2;i<=n;i++)

{

if(!flag[i])

{

prime[cnt++]=i;

phi[i]=i-1;

}

for(int j=0;j<cnt&&i\*prime[j]<=n;j++)

{

k=i\*prime[j];

flag[k]=1;

if(i%prime[j]==0)

{

phi[k]=phi[i]\*prime[j];

break;

}

else phi[k]=phi[i]\*(prime[j]-1);

}

}

}

## **4.7 莫比乌斯函数**

int flag[MAX],mo[MAX],prime[MAX],cnt;

void init()

{

int i,j,cnt;

mem(flag,0);

mem(mo,0);

cnt=0;

for(i=2;i<=MAX;i++)

{

if(!flag[i])

{

prime[cnt++]=i;

mo[i]=-1;

for(j=i+i;j<=MAX;j+=i)

{

flag[j]++;

}

}

}

mo[1]=1;

for(i=2;2\*i<=MAX;i++)

{

for(j=0;j<cnt&&prime[j]\*i<MAX;j++)

{

if(i%prime[j]==0)

{

mo[prime[j]\*i]=0;

break;

}

mo[prime[j]\*i]=-mo[i];

}

}

}

## **4.8 组合数**

4.8.1 小范围

ll C[1010][1010];

void init(int n)

{

int i,j;

for(i=(C[0][0]=1);i<=n;i++)

{

for(j=(C[i][0]=1);j<=n;j++)

{

C[i][j]=(C[i-1][j]+C[i-1][j-1])%mod;

}

}

}

4.8.2 大范围

ll pow2(ll a,ll b)

{

ll res=1;

while(b)

{

if(b&1) res=res\*a%mod;

a=a\*a%mod;

b>>=1;

}

return res;

}

ll inv(ll x){return pow2(x,mod-2);}

ll fac[MAX],invfac[MAX];

void init(int n)

{

ll i;

fac[0]=1;

for(i=1;i<=n;i++) fac[i]=fac[i-1]\*i%mod;

invfac[n]=inv(fac[n]);

for(i=n-1;~i;i--) invfac[i]=invfac[i+1]\*(i+1)%mod;

}

ll C(int n,int m)

{

if(m>n||m<0||n<0) return 0;

return fac[n]\*invfac[m]%mod\*invfac[n-m]%mod;

}

## **4.9 Lucas定理**

//C(n,m) n,m<=1e18 p<=1e5

//p must be a prime number

ll Lucas(ll n,ll m,ll p)

{

if(m==0) return 1;

return C(n%p,m%p)\*Lucas(n/p,m/p,p)%p;

}

## **4.10 第二类Stirling数**

//dp[i][j]表示i个元素划分到k个不可区分的非空盒子里的方案数。

ll dp[MAX][MAX];

void init()

{

ll i,j;

mem(dp,0);

dp[1][1]=1;

for(i=2;i<MAX;i++)

{

for(j=1;j<=i;j++)

{

dp[i][j]=(dp[i-1][j-1]+j\*dp[i-1][j])%mod;

}

}

}

## **4.11 线性基**

void guass()

{

for(int i=1;i<=n;i++)

{

for(int j=60;j>=0;j--)

{

if(!(a[i]>>j)) continue; //对线性基的这一位没有贡献

if(!p[j]) {p[j]=a[i];break;} //选入线性基中

a[i]^=p[j];

}

}

}

## **4.12** Berlekamp-Massey

typedef vector<int> VI;

namespace linear\_seq

{

#define rep(i,a,n) for (int i=a;i<n;i++)

#define SZ(x) ((int)(x).size())

const ll mod=1e9+7;

ll powmod(ll a,ll b){ll res=1;a%=mod; assert(b>=0); for(;b;b>>=1){if(b&1)res=res\*a%mod;a=a\*a%mod;}return res;}

const int N=10010;

ll res[N],base[N],\_c[N],\_md[N];

vector<int> Md;

void mul(ll \*a,ll \*b,int k)

{

rep(i,0,k+k) \_c[i]=0;

rep(i,0,k) if (a[i]) rep(j,0,k) \_c[i+j]=(\_c[i+j]+a[i]\*b[j])%mod;

for (int i=k+k-1;i>=k;i--) if (\_c[i])

rep(j,0,SZ(Md)) \_c[i-k+Md[j]]=(\_c[i-k+Md[j]]-\_c[i]\*\_md[Md[j]])%mod;

rep(i,0,k) a[i]=\_c[i];

}

int solve(ll n,VI a,VI b){

ll ans=0,pnt=0;

int k=SZ(a);

assert(SZ(a)==SZ(b));

rep(i,0,k) \_md[k-1-i]=-a[i];\_md[k]=1;

Md.clear();

rep(i,0,k) if (\_md[i]!=0) Md.push\_back(i);

rep(i,0,k) res[i]=base[i]=0;

res[0]=1;

while ((1ll<<pnt)<=n) pnt++;

for (int p=pnt;p>=0;p--) {

mul(res,res,k);

if ((n>>p)&1) {

for (int i=k-1;i>=0;i--) res[i+1]=res[i];res[0]=0;

rep(j,0,SZ(Md)) res[Md[j]]=(res[Md[j]]-res[k]\*\_md[Md[j]])%mod;

}

}

rep(i,0,k) ans=(ans+res[i]\*b[i])%mod;

if (ans<0) ans+=mod;

return ans;

}

VI BM(VI s){

VI C(1,1),B(1,1);

int L=0,m=1,b=1;

rep(n,0,SZ(s)){

ll d=0;

rep(i,0,L+1) d=(d+(ll)C[i]\*s[n-i])%mod;

if(d==0) ++m;

else if(2\*L<=n){

VI T=C;

ll c=mod-d\*powmod(b,mod-2)%mod;//逆元

while (SZ(C)<SZ(B)+m) C.pb(0);

rep(i,0,SZ(B)) C[i+m]=(C[i+m]+c\*B[i])%mod;

L=n+1-L; B=T; b=d; m=1;

} else {

ll c=mod-d\*powmod(b,mod-2)%mod;//逆元

while (SZ(C)<SZ(B)+m) C.pb(0);

rep(i,0,SZ(B)) C[i+m]=(C[i+m]+c\*B[i])%mod;

++m;

}

}

return C;

}

int gao(VI a,ll n)

{

VI c=BM(a);

c.erase(c.begin());

rep(i,0,SZ(c)) c[i]=(mod-c[i])%mod;

return solve(n,c,VI(a.begin(),a.begin()+SZ(c)));

}

};//linear\_seq::gao(VI{},n-1)

## **4.13 原根**

4.13.1 原根性质

1.一个数m如果有原根，则其原根个数为phi[phi[m]]。若m为素数，则其原根个数为phi[phi[m]]=phi[m-1]。

2.有原根的数只有2,4,p^n,2\*p^n (p为质数,n为正整数)

3.一个数的最小原根的大小是O(n^0.25)的

4.如果g为n的原根，则g^d为n的原根的充要条件是gcd(d,phi[n])=1

4.13.2 指标法则

1. I(a\*b)≡I(a)+I(b) (mod p-1)

2. I(a^k)≡k\*I(a) (mod p-1)

注：I(a)表示a的指标。

4.13.3 求素数原根与指标表

int p[MAX],tot,prime[MAX];

void init(int n)

{

int i,j;

tot=0;

mem(prime,0);

prime[1]=1;

for(i=2;i<=n;i++)

{

if(!prime[i]) prime[i]=p[tot++]=i;

for(j=0;j<tot&&p[j]\*i<=n;j++)

{

prime[i\*p[j]]=p[j];

if(i%p[j]==0) break;

}

}

}

ll pow2(ll a,ll b,ll p)

{

ll res=1;

while(b)

{

if(b&1) res=res\*a%p;

a=a\*a%p;

b>>=1;

}

return res;

}

int tp[MAX];

int find\_root(int x)//求素数原根

{

if(x==2) return 1;

int f,phi=x-1;

tp[0]=0;

for(int i=0;phi&&i<tot;i++)

{

if(phi%p[i]==0)

{

tp[++tp[0]]=p[i];

while(phi%p[i]==0) phi/=p[i];

}

}

if(phi!=1) tp[++tp[0]]=phi;

phi=x-1;

for(int g=2;g<=x-1;g++)

{

f=1;

for(int i=1;i<=tp[0];i++)

{

if(pow2(g,phi/tp[i],x)==1)

{

f=0;

break;

}

}

if(f) return g;

}

return 0;

}

int I[MAX];

void get\_I(int p)//求指标表

{

int g,now;

g=find\_root(p);

now=1;

for(int i=1;i<p;i++)

{

now=now\*g%p;

I[now]=i;

}

}

## **4.14 ex Baby-Step-Giant-Step a^x≡b (mod c)**

ll exBSGS(ll a,ll b,ll c)

{

ll i,g,d,num,now,sq,t,x,y;

if(c==1) return b?-1:(a!=1);

if(b==1) return a?0:-1;

if(a%c==0) return b?-1:1;

num=0;

d=1;

while((g=\_\_gcd(a,c))>1)

{

if(b%g) return -1;

num++;

b/=g;

c/=g;

d=(d\*a/g)%c;

if(d==b) return num;

}

mp.clear();

sq=ceil(sqrt(c));

t=1;

for(i=0;i<sq;i++)

{

if(!mp.count(t)) mp[t]=i;

else mp[t]=min(mp[t],i);

t=t\*a%c;

}

for(i=0;i<sq;i++)

{

exgcd(d,c,x,y);

x=(x\*b%c+c)%c;

if(mp.count(x)) return i\*sq+mp[x]+num;

d=d\*t%c;

}

return -1;

}

# **5.多项式**

## **5.1 FFT**

namespace FFT

{

#define rep(i,a,b) for(int i=(a);i<=(b);i++)

const double pi=acos(-1);

const int maxn=(1<<19)+10;

struct cp

{

double a,b;

cp(){}

cp(double \_x,double \_y){a=\_x,b=\_y;}

cp operator +(const cp &o)const{return (cp){a+o.a,b+o.b};}

cp operator -(const cp &o)const{return (cp){a-o.a,b-o.b};}

cp operator \*(const cp &o)const{return (cp){a\*o.a-b\*o.b,b\*o.a+a\*o.b};}

cp operator \*(const double &o)const{return (cp){a\*o,b\*o};}

cp operator !()const{return (cp){a,-b};}

}x[maxn],y[maxn],z[maxn],w[maxn];

void fft(cp x[],int k,int v)

{

int i,j,l;

for(i=0,j=0;i<k;i++)

{

if(i>j)swap(x[i],x[j]);

for(l=k>>1;(j^=l)<l;l>>=1);

}

w[0]=(cp){1,0};

for(i=2;i<=k;i<<=1)

{

cp g=(cp){cos(2\*pi/i),(v?-1:1)\*sin(2\*pi/i)};

for(j=(i>>1);j>=0;j-=2)w[j]=w[j>>1];

for(j=1;j<i>>1;j+=2)w[j]=w[j-1]\*g;

for(j=0;j<k;j+=i)

{

cp \*a=x+j,\*b=a+(i>>1);

for(l=0;l<i>>1;l++)

{

cp o=b[l]\*w[l];

b[l]=a[l]-o;

a[l]=a[l]+o;

}

}

}

if(v)for(i=0;i<k;i++)x[i]=(cp){x[i].a/k,x[i].b/k};

}

//多项式b与多项式c相乘 结果存在a

//l1为b的长度-1 l2为c的长度-1

void mul(int \*a,int \*b,int \*c,int l1,int l2)

{

if(l1<128&&l2<128)

{

rep(i,0,l1+l2)a[i]=0;

rep(i,0,l1)rep(j,0,l2)a[i+j]+=b[i]\*c[j];

return;

}

int K;

for(K=1;K<=l1+l2;K<<=1);

rep(i,0,l1)x[i]=cp(b[i],0);

rep(i,0,l2)y[i]=cp(c[i],0);

rep(i,l1+1,K)x[i]=cp(0,0);

rep(i,l2+1,K)y[i]=cp(0,0);

fft(x,K,0);fft(y,K,0);

rep(i,0,K)z[i]=x[i]\*y[i];

fft(z,K,1);

rep(i,0,l1+l2)a[i]=(ll)(z[i].a+0.5);

}

};

## **5.2 NTT**

namespace NTT

{

const ll g=3;

const ll p=998244353;

ll wn[35];

ll pow2(ll a,ll b)

{

ll res=1;

while(b)

{

if(b&1) res=res\*a%p;

a=a\*a%p;

b>>=1;

}

return res;

}

void getwn()

{

for(int i=0;i<25;i++) wn[i]=pow2(g,(p-1)/(1LL<<i));

}

void ntt(VL &a,int len,int f)

{

ll i,j=0,t,k,w,id;

for(i=1;i<len-1;i++)

{

for(t=len;j^=t>>=1,~j&t;);

if(i<j) swap(a[i],a[j]);

}

for(i=1,id=1;i<len;i<<=1,id++)

{

t=i<<1;

for(j=0;j<len;j+=t)

{

for(k=0,w=1;k<i;k++,w=w\*wn[id]%p)

{

ll x=a[j+k],y=w\*a[j+k+i]%p;

a[j+k]=(x+y)%p;

a[j+k+i]=(x-y+p)%p;

}

}

}

if(f)

{

for(i=1,j=len-1;i<j;i++,j--) swap(a[i],a[j]);

ll inv=pow2(len,p-2);

for(i=0;i<len;i++) a[i]=a[i]\*inv%p;

}

}

//结果存在a

void mul(ll \*a,ll \*b,int l1,int l2)

{

int len,i;

for(len=1;len<=l1+l2;len<<=1);

for(i=l1+1;i<=len;i++) a[i]=0;

for(i=l2+1;i<=len;i++) b[i]=0;

ntt(a,len,0);ntt(b,len,0);

for(i=0;i<len;i++) a[i]=a[i]\*b[i]%p;

ntt(a,len,1);

}

};//NTT::getwn();

## **5.3 FWT**

namespace FWT

{

ll inv2;//2对p的逆元

const ll p=1e9+7;

ll pow2(ll a,ll b)

{

ll res=1;

while(b)

{

if(b&1) res=res\*a%p;

a=a\*a%p;

b>>=1;

}

return res;

}

void fwt(ll \*a,int n,int f,int v)

{

for(int d=1;d<n;d<<=1)

{

for(int m=d<<1,i=0;i<n;i+=m)

{

for(int j=0;j<d;j++)

{

ll x=a[i+j],y=a[i+j+d];

if(!v)

{

if(f==1) a[i+j]=(x+y)%p,a[i+j+d]=(x-y+p)%p;//xor

else if(f==2) a[i+j]=(x+y)%p;//and

else if(f==3) a[i+j+d]=(x+y)%p;//or

}

else

{

if(f==1) a[i+j]=(x+y)\*inv2%p,a[i+j+d]=(x-y+p)%p\*inv2%p;//xor

else if(f==2) a[i+j]=(x-y+p)%p;//and

else if(f==3) a[i+j+d]=(y-x+p)%p;//or

}

}

}

}

}

//结果存在a

void XOR(ll \*a,ll \*b,int n)

{

int len;

for(len=1;len<=n;len<<=1);

fwt(a,len,1,0);

fwt(b,len,1,0);

for(int i=0;i<len;i++) a[i]=a[i]\*b[i]%p;

inv2=pow2(2,p-2);

fwt(a,len,1,1);

}

void AND(ll \*a,ll \*b,int n)

{

int len;

for(len=1;len<=n;len<<=1);

fwt(a,len,2,0);

fwt(b,len,2,0);

for(int i=0;i<len;i++) a[i]=a[i]\*b[i]%p;

fwt(a,len,2,1);

}

void OR(ll \*a,ll \*b,int n)

{

int len;

for(len=1;len<=n;len<<=1);

fwt(a,len,3,0);

fwt(b,len,3,0);

for(int i=0;i<len;i++) a[i]=a[i]\*b[i]%p;

fwt(a,len,3,1);

}

};

## **5.4 拉格朗日插值**

namespace polysum {

#define rep(i,a,n) for (int i=a;i<n;i++)

#define per(i,a,n) for (int i=n-1;i>=a;i--)

const int D=101000;

ll a[D],tmp[D],f[D],g[D],p[D],p1[D],p2[D],b[D],h[D][2],C[D];

ll powmod(ll a,ll b){ll res=1;a%=mod;assert(b>=0);for(;b;b>>=1){if(b&1)res=res\*a%mod;a=a\*a%mod;}return res;}

ll calcn(int d,ll \*a,ll n) { // a[0].. a[d] a[n]

if (n<=d) return a[n];

p1[0]=p2[0]=1;

rep(i,0,d+1) {

ll t=(n-i+mod)%mod;

p1[i+1]=p1[i]\*t%mod;

}

rep(i,0,d+1) {

ll t=(n-d+i+mod)%mod;

p2[i+1]=p2[i]\*t%mod;

}

ll ans=0;

rep(i,0,d+1) {

ll t=g[i]\*g[d-i]%mod\*p1[i]%mod\*p2[d-i]%mod\*a[i]%mod;

if ((d-i)&1) ans=(ans-t+mod)%mod;

else ans=(ans+t)%mod;

}

return ans;

}

void init(int M) {

f[0]=f[1]=g[0]=g[1]=1;

rep(i,2,M+5) f[i]=f[i-1]\*i%mod;

g[M+4]=powmod(f[M+4],mod-2);

per(i,1,M+4) g[i]=g[i+1]\*(i+1)%mod;

}

ll polysum(ll n,ll \*a,ll m) { // a[0].. a[m] \sum\_{i=0}^{n-1} a[i]

rep(i,0,m+1) tmp[i]=a[i];

tmp[m+1]=calcn(m,tmp,m+1);

rep(i,1,m+2) tmp[i]=(tmp[i-1]+tmp[i])%mod;

return calcn(m+1,tmp,n-1);

}

ll qpolysum(ll R,ll n,ll \*a,ll m) { // a[0].. a[m] \sum\_{i=0}^{n-1} a[i]\*R^i

if (R==1) return polysum(n,a,m);

a[m+1]=calcn(m,a,m+1);

ll r=powmod(R,mod-2),p3=0,p4=0,c,ans;

h[0][0]=0;h[0][1]=1;

rep(i,1,m+2) {

h[i][0]=(h[i-1][0]+a[i-1])\*r%mod;

h[i][1]=h[i-1][1]\*r%mod;

}

rep(i,0,m+2) {

ll t=g[i]\*g[m+1-i]%mod;

if (i&1) p3=((p3-h[i][0]\*t)%mod+mod)%mod,p4=((p4-h[i][1]\*t)%mod+mod)%mod;

else p3=(p3+h[i][0]\*t)%mod,p4=(p4+h[i][1]\*t)%mod;

}

c=powmod(p4,mod-2)\*(mod-p3)%mod;

rep(i,0,m+2) h[i][0]=(h[i][0]+h[i][1]\*c)%mod;

rep(i,0,m+2) C[i]=h[i][0];

ans=(calcn(m,C,n)\*powmod(R,n)-c)%mod;

if (ans<0) ans+=mod;

return ans;

}

} // polysum::init();

# **6.矩阵**

## **6.1 矩阵基本操作**

const ll mod=1e9+7;

const int sz=10;

struct Matrix

{

ll c[sz][sz];

Matrix(){}

friend Matrix operator \*(Matrix a,Matrix b)

{

Matrix res;

mem(res.c,0);

for(int i=0;i<sz;i++)

{

for(int j=0;j<sz;j++)

{

for(int k=0;k<sz;k++)

{

res.c[i][j]=(res.c[i][j]+a.c[i][k]\*b.c[k][j])%mod;

}

}

}

return res;

}

};

## **6.2 矩阵快速幂**

Matrix matpow2(Matrix a,ll b)

{

Matrix res;

mem(res.c,0);

for(int i=0;i<sz;i++)

{

res.c[i][i]=1;

}

while(b)

{

if(b&1) res=res\*a;

a=a\*a;

b>>=1;

}

return res;

}

## **6.3 高斯消元**

6.3.1 同余方程 mod=2时 异或加速

int GE(Matrix a,int n,int m)

{

int i,j;

for(i=1,j=1;i<=n&&j<=m;j++)

{

int k=i;

while(k<=n&&!a.c[k][j]) k++;

if(a.c[k][j])

{

for(int r=1;r<=m+1;r++)

{

swap(a.c[i][r],a.c[k][r]);

}

for(int r=1;r<=n;r++)

{

if(r!=i&&a.c[r][j])

{

for(k=1;k<=m+1;k++)

{

a.c[r][k]^=a.c[i][k];

}

}

}

i++;

}

}

for(j=i;j<=n;j++)

{

if(a.c[j][m+1]) return -1;

}

return m-i+1;//返回解的个数

}

# **7.博弈论**

## **7.1 威佐夫博弈**

有两堆各若干个物品，两个人轮流从任一堆取至少一个或同时从两堆中取同样多的物品，规定每次至少取一个，多者不限，最后取光者得胜。

结论：

若两堆物品的初始值为（x，y），且x < y，则另z=y-x；

记w=（int）[（（sqrt（5）+1）/2）\*z ]；

若w=x，则先手必败，否则先手必胜

## **7.2 SG函数**

//sg函数

//f[m]:可改变当前状态的方式，N为方式的种类，要先从小到大sort

//sg[]:0~n的sg函数值

//flag[m]:为x后继状态的集合

7.2.1 sg表

int f[111],sg[MAX];

void SG(int n,int m)

{

int i,j,flag[111];

mem(sg,0);

for(i=1;i<=n;i++)

{

mem(flag,0);

for(j=0;f[j]<=i&&j<m;j++)

{

flag[sg[i-f[j]]]=1;

}

for(j=0;;j++)

{

if(!flag[j])

{

sg[i]=j;

break;

}

}

}

}

7.2.2 记忆化搜索求sg表

int f[105],sg[MAX],m;

int dfs(int x)

{

int i,j,flag[105];

if(sg[x]!=-1) return sg[x];

mem(flag,0);

for(i=1;i<=m;i++)

{

if(x>=f[i])

{

dfs(x-f[i]);

flag[sg[x-f[i]]]=1;

}

}

for(i=0;;i++)

{

if(!flag[i])

{

j=i;

break;

}

}

return sg[x]=j;

}

## **7.3 阶梯博弈**

0层为终点的阶梯博弈，等价于奇数层的nim，偶数层的移动不影响结果

## **7.4 SJ定理**

SJ定理：

对于任意一个Anti-SG游戏，如果我们规定当局面中所有的单一游戏的SG值为0时，游戏结束。

先手必胜当且仅当：

(1)游戏的SG函数不为0且游戏中某个单一游戏的SG函数大于1；

(2)游戏的SG函数为0且游戏中没有单一游戏的SG函数大于1。

# **8.dp**

## **8.1 LIS**

//最长上升子序列(>)nlogn 返回长度

//最长下降子序列(<) 把原数组取负数

int a[MAX],b[MAX],n;

int LIS()

{

int i;

mem(b,0x3f);

for(i=0;i<n;i++)

{

\*lower\_bound(b,b+n,a[i])=a[i];//最长不下降子序列(>=)改为upper\_bound

}

return lower\_bound(b,b+n,INF)-b;

}

## **8.2 LPS**

/\*

最长回文子序列

dp[i][j]表示子串[i,j]中最长回文子序列的长度

复杂度O(n^2)

\*/

int dp[2222][2222];

void LPS(char \*s,int n)

{

int i,j,len;

for(i=1;i<=n;i++) dp[i][i]=1;

for(len=2;len<=n;len++)

{

for(i=1;i<=n-len+1;i++)

{

j=i+len-1;

if(s[i]==s[j]) dp[i][j]=dp[i+1][j-1]+2;

else dp[i][j]=max({dp[i+1][j],dp[i][j-1],dp[i+1][j-1]});

}

}

}

## **8.3 数位dp**

const int DIG=20+2;

ll dp[DIG][2];

ll gao(ll x)

{

const int base=10;

int p[DIG],tot=0;

if(x==-1) return 0;

while(1)

{

p[tot++]=x%base;

x/=base;

if(!x) break;

}

function<ll(int,int,int,int)> dfs=[&](int pos,int lead,int sta,int limt)->ll

{

if(pos==-1) return ;

if(!limt&&!lead&&dp[pos][sta]!=-1) return dp[pos][sta];

ll res=0;

for(int i=(limt?p[pos]:base-1);~i;i--)

{

res+=dfs(pos-1,lead&&i==0&&pos,,limt&&i==p[pos]);

}

if(!limt&&!lead) dp[pos][sta]=res;

return res;

};

return dfs(tot-1,1,0,1);

}

**没有上司的舞会，树形dp**

#include <bits/stdc++.h>

using namespace std;

typedef long long ll;

const int mod=1e9+7;

const int maxn=1e5+5;

std::vector<int> G[maxn];

int vis[maxn],dp[maxn][2],n;

void dfs(int u)

{

vis[u]=1;

dp[u][1]=1;

for(int i=0;i<G[u].size();i++)

{

int v=G[u][i];

if(!vis[v])

{

dfs(v);

dp[u][1]+=dp[v][0];

dp[u][0]+=max(dp[v][1],dp[v][0]);

}

}

}

int main()

{

cin>>n;

for(int i=0;i<n-1;i++)

{

int u,v;scanf("%d%d",&u,&v);

G[u].emplace\_back(v);

G[v].emplace\_back(u);

}

dfs(1);

cout<<max(dp[1][0],dp[1][1])<<endl;

return 0;

}

# **9.Other**

## **9.1 FastIO**

9.1.1 fast input

struct FastIO

{

static const int S=200;

int wpos;

char wbuf[S];

FastIO():wpos(0){}

inline int xchar()

{

static char buf[S];

static int len=0,pos=0;

if(pos==len) pos=0,len=fread(buf,1,S,stdin);

if(pos==len) exit(0);

return buf[pos++];

}

inline int read()

{

int s=1,c=xchar(),x=0;

while(c<=32) c=xchar();

if(c=='-') s=-1,c=xchar();

for(;'0'<=c&&c<='9';c=xchar()) x=x\*10+c-'0';

return x\*s;

}

~FastIO()

{

if(wpos) fwrite(wbuf,1,wpos,stdout),wpos=0;

}

}io;

9.1.2 FastIO

namespace fastIO{

#define BUF\_SIZE 100000

#define OUT\_SIZE 100000

#define ll long long

//fread->read

bool IOerror=0;

// inline char nc(){char ch=getchar();if(ch==-1)IOerror=1;return ch;}

inline char nc(){

static char buf[BUF\_SIZE],\*p1=buf+BUF\_SIZE,\*pend=buf+BUF\_SIZE;

if(p1==pend){

p1=buf;pend=buf+fread(buf,1,BUF\_SIZE,stdin);

if(pend==p1){IOerror=1;return -1;}

}

return \*p1++;

}

inline bool blank(char ch){return ch==' '||ch=='\n'||ch=='\r'||ch=='\t';}

template<class T> inline bool read(T &x){

bool sign=0;char ch=nc();x=0;

for(;blank(ch);ch=nc());

if(IOerror)return false;

if(ch=='-')sign=1,ch=nc();

for(;ch>='0'&&ch<='9';ch=nc())x=x\*10+ch-'0';

if(sign)x=-x;

return true;

}

inline bool read(double &x){

bool sign=0;char ch=nc();x=0;

for(;blank(ch);ch=nc());

if(IOerror)return false;

if(ch=='-')sign=1,ch=nc();

for(;ch>='0'&&ch<='9';ch=nc())x=x\*10+ch-'0';

if(ch=='.'){

double tmp=1; ch=nc();

for(;ch>='0'&&ch<='9';ch=nc())tmp/=10.0,x+=tmp\*(ch-'0');

}

if(sign)x=-x;

return true;

}

inline bool read(char \*s){

char ch=nc();

for(;blank(ch);ch=nc());

if(IOerror)return false;

for(;!blank(ch)&&!IOerror;ch=nc())\*s++=ch;

\*s=0;

return true;

}

inline bool read(char &c){

for(c=nc();blank(c);c=nc());

if(IOerror){c=-1;return false;}

return true;

}

template<class T,class... U>bool read(T& h,U&... t){return read(h)&&read(t...);}

//fwrite->print

struct Ostream\_fwrite{

char \*buf,\*p1,\*pend;

Ostream\_fwrite(){buf=new char[BUF\_SIZE];p1=buf;pend=buf+BUF\_SIZE;}

// void out(char ch){putchar(ch);}

void out(char ch){if(p1==pend){fwrite(buf,1,BUF\_SIZE,stdout);p1=buf;}\*p1++=ch;}

template<class T>void print(T x){

static char s[33],\*s1;s1=s;

if(!x)\*s1++='0';if(x<0)out('-'),x=-x;

while(x)\*s1++=x%10+'0',x/=10;

while(s1--!=s)out(\*s1);

}

void print(double x,int y){

static ll mul[]=

{1,10,100,1000,10000,100000,1000000,10000000,100000000,1000000000,

10000000000LL,100000000000LL,1000000000000LL,10000000000000LL,

100000000000000LL,1000000000000000LL,10000000000000000LL,100000000000000000LL};

if(x<-1e-12)out('-'),x=-x;

ll x2=(ll)floor(x);if(!y&&x-x2>=0.5)++x2;x-=x2;x\*=mul[y];

ll x3=(ll)floor(x);if(y&&x-x3>=0.5)++x3;print(x2);

if(y>0){out('.');for(size\_t i=1;i<y&&x3\*mul[i]<mul[y];out('0'),++i);print(x3);}

}

void print(char \*s){while(\*s)out(\*s++);}

void print(const char \*s){while(\*s)out(\*s++);}

void flush(){if(p1!=buf){fwrite(buf,1,p1-buf,stdout);p1=buf;}}

~Ostream\_fwrite(){flush();}

}Ostream;

template<class T>void print(T x){Ostream.print(x);}

inline void print(char x){Ostream.out(x);}

inline void print(char \*s){Ostream.print(s);}

inline void print(string s){Ostream.print(s.c\_str());}

inline void print(const char \*s){Ostream.print(s);}

inline void print(double x,int y){Ostream.print(x,y);}

template<class T,class... U>void print(const T& h,const U&... t){print(h);print(t...);}

void println(){print('\n');}

template<class T,class... U>void println(const T& h,const U&... t){print(h);println(t...);}

inline void flush(){Ostream.flush();}

#undef ll

#undef OUT\_SIZE

#undef BUF\_SIZE

};

using namespace fastIO;

## **9.2 网格整数点共有多少个正方形**

struct node

{

int x,y;

void input()

{

scanf("%d%d",&x,&y);

}

}p[511];

int main()

{

int n,i,j,ans;

while(~scanf("%d",&n))

{

map<pair<int,int>,int> mp;

for(i=0;i<n;i++)

{

p[i].input();

mp[MP(p[i].x,p[i].y)]=1;

}

ans=0;

for(i=0;i<n;i++)

{

for(j=i+1;j<n;j++)

{

int a,b,c,d,e,f,g,h;

a=p[i].x;

b=p[i].y;

c=p[j].x;

d=p[j].y;

e=a+b+c-d;

f=-a+b+c+d;

g=a-b+c+d;

h=a+b-c+d;

if(abs(e%2)+abs(f%2)+abs(g%2)+abs(h%2)==0)

{

if(mp[MP(e/2,f/2)]&&mp[MP(g/2,h/2)]) ans++;

}

}

}

printf("%d\n",ans/2);

}

return 0;

}

## **9.3 模拟退火**

9.3.1 简单版 ->模拟退火求费马点

9.3.2 复杂版

//求矩形区域内一点到各点距离之和最短

//时间复杂度 cnt\*c1\*c2\*n

int sgn(double x)

{

if(fabs(x)<eps) return 0;

else return x>0?1:-1;

}

struct Point

{

double x,y;

Point(){}

Point(double a,double b)

{

x=a;

y=b;

}

void input()

{

scanf("%lf%lf",&x,&y);

}

};

typedef Point Vector;

Vector operator -(Vector a,Vector b){return Vector(a.x-b.x,a.y-b.y);}

double dot(Vector a,Vector b){return a.x\*b.x+a.y\*b.y;}

double dist(Point a,Point b){return sqrt(dot(a-b,a-b));}

double lx,ly;//矩形区域(0,0)-(lx,ly)

int check(double x,double y)

{

if(sgn(x)<0||sgn(y)<0||sgn(x-lx)>0||sgn(y-ly)>0) return 1;

return 0;

}

double Rand(double r,double l)

{

return(rand()%((int)(l-r)\*1000))/(1000.0+r);

}

double getres(Point t,Point \*p,int n)//求距离之和

{

double res=0;

for(int i=0;i<n;i++)

{

res+=dist(t,p[i]);

}

return res;

}

pair<Point,double> SA(Point \*p,int n)//模拟退火

{

srand(time(0));//重置随机种子

const double k=0.85;//退火常数

const int c1=30;//随机取点的个数

const int c2=50;//退火次数

Point q[c1+10];//随机取点

double dis[c1+10];//每个点的计算结果

int i,j;

for(i=1;i<=c1;i++)

{

q[i]=Point(Rand(0,lx),Rand(0,ly));

dis[i]=getres(q[i],p,n);

}

double tmax=max(lx,ly);

double tmin=1e-3;

// int cnt=0;//计算外层循环次数

while(tmax>tmin)

{

for(i=1;i<=c1;i++)

{

for(j=1;j<=c2;j++)

{

double ang=Rand(0,2\*PI);

Point z;

z.x=q[i].x+cos(ang)\*tmax;

z.y=q[i].y+sin(ang)\*tmax;

if(check(z.x,z.y)) continue;

double temp=getres(z,p,n);

if(temp<dis[i])

{

dis[i]=temp;

q[i]=z;

}

}

}

// cnt++;

tmax\*=k;

}

// cout<<cnt\*c1\*c2\*n<<endl;//时间复杂度

int pos=1;

for(i=2;i<=c1;i++)

{

if(dis[i]<dis[pos])

{

pos=i;

}

}

pair<Point,double> res;

res=make\_pair(q[pos],dis[pos]);

return res;

}

## **9.4 矩形面积并**

struct node

{

ll l,r,h;

int tag;

friend bool operator <(node a,node b)

{

return a.h<b.h;

}

}seg[MAX<<1];//线段

ll x[MAX<<1];//横坐标离散化

struct Segment\_Tree

{

#define ls (id<<1)

#define rs (id<<1|1)

ll n,ql,qr,qv;

ll cover[MAX<<3],len[MAX<<3];//注意这里要开8倍

void build(ll \_n)

{

mem(cover,0);

mem(len,0);

n=\_n;

}

void callen(int id,int l,int r)

{

if(cover[id]) len[id]=x[r+1]-x[l];//被整段覆盖

else if(l==r) len[id]=0;//不是一条线段

else len[id]=len[ls]+len[rs];//是一条线段但又没有被整段覆盖

}

void update(int l,int r,int id)

{

if(l>=ql&&r<=qr)

{

cover[id]+=qv;//覆盖情况

callen(id,l,r);

return;

}

int mid=(l+r)>>1;

if(ql<=mid) update(l,mid,ls);

if(qr>mid) update(mid+1,r,rs);

callen(id,l,r);

}

}tree;

int main()

{

int n,i,tot,l,r,cnt;

ll x1,y1,x2,y2,ans;

while(~scanf("%d",&n)&&n)

{

tot=0;

mem(x,0);

for(i=0;i<n;i++)

{

scanf("%lld%lld%lld%lld",&x1,&y1,&x2,&y2);

//矩形的左下和右上坐标

x[tot]=x1;

seg[tot].tag=-1;

seg[tot].l=x1;

seg[tot].r=x2;

seg[tot++].h=y1;

//上边界

x[tot]=x2;

seg[tot].tag=1;

seg[tot].l=x1;

seg[tot].r=x2;

seg[tot++].h=y2;

//下边界

}

sort(seg,seg+tot);//线段按纵坐标升序

sort(x,x+tot);//横坐标升序

cnt=unique(x,x+tot)-x;

tree.build(cnt-1);

ans=0;

for(i=0;i<tot;i++)

{

if(i) ans+=(seg[i].h-seg[i-1].h)\*tree.len[1];

tree.ql=lower\_bound(x,x+cnt-1,seg[i].l)-x;

tree.qr=lower\_bound(x,x+cnt-1,seg[i].r)-x-1;

tree.qv=seg[i].tag;

tree.update(0,cnt-1,1);

}

printf("%lld\n",ans);

}

return 0;

}

## **9.5 判断星期几**

int judge(int y,int m,int d)

{

int res;

if(m==1||m==2) m+=12,y--;//1月2月当作前一年的13,14月

if((y<1752)||(y==1752&&m<9)||(y==1752&&m==9&&d<3)) res=(d+2\*m+3\*(m+1)/5+y+y/4+5)%7;

else res=(d+2\*m+3\*(m+1)/5+y+y/4-y/100+y/400)%7;

return res+1;

}

## **9.6 hash\_map**

**//放在using namespace std;的下面**

#define \_GLIBCXX\_PERMIT\_BACKWARD\_HASH

#include <ext/hash\_map>

using namespace \_\_gnu\_cxx;

struct str\_hash{size\_t operator()(const string& str)const{return \_\_stl\_hash\_string(str.c\_str());}};

## **9.7 O(1)快速乘**

ll mul2(ll x,ll y,ll p)

{

ll res=(x\*y-ll((long double)x/p\*y+1.0e-8)\*p);

return res<0?res+p:res;

}

## **9.8 快速模**

typedef long long i64;

typedef unsigned long long u64;

typedef \_\_uint128\_t u128;

const int word\_bits=sizeof(u64)\*8;

struct FastMod

{

static u64 mod,inv,r2;

u64 x;

FastMod():x(0){}

FastMod(u64 n):x(init(n)){}

static u64 modulus(){return mod;}

static u64 init(u64 w){return reduce(u128(w)\*r2);}

static void set\_mod(u64 m)

{

mod=m;

assert(mod&1);

inv=m;

for(int i=0;i<5;i++) inv\*=2-inv\*m;

r2=-u128(m)%m;

}

static u64 reduce(u128 x)

{

u64 y=u64(x>>word\_bits)-u64((u128(u64(x)\*inv)\*mod)>>word\_bits);

return i64(y)<0?y+mod:y;

}

FastMod& operator+=(FastMod rhs)

{

x+=rhs.x-mod;

if(i64(x)<0) x+=mod;

return \*this;

}

FastMod operator+(FastMod rhs)const {return FastMod(\*this)+=rhs;}

FastMod& operator\*=(FastMod rhs)

{

x=reduce(u128(x)\*rhs.x);

return \*this;

}

FastMod operator\*(FastMod rhs)const {return FastMod(\*this)\*=rhs;}

u64 get()const {return reduce(x);}

}a[MAX];

u64 FastMod::mod,FastMod::inv,FastMod::r2;

// FastMod::set\_mod(p);

## **9.9 离散化**

struct Discretization

{

#define type ll

vector<type> a;

void init(){a.clear();}

void add(type x){a.pb(x);}

void work(){sort(all(a));a.resize(unique(all(a))-a.begin());}

int get(type x){return lower\_bound(all(a),x)-a.begin()+1;}

int size(){return a.size();}

#undef type

}di;

**NTT常用mod**

|  |  |  |  |
| --- | --- | --- | --- |
| r\*2^k+1 | r | k | g |
| 3 | 1 | 1 | 2 |
| 5 | 1 | 2 | 2 |
| 17 | 1 | 4 | 3 |
| 97 | 3 | 5 | 5 |
| 193 | 3 | 6 | 5 |
| 257 | 1 | 8 | 3 |
| 7681 | 15 | 9 | 17 |
| 12289 | 3 | 12 | 11 |
| 40961 | 5 | 13 | 3 |
| 65537 | 1 | 16 | 3 |
| 786433 | 3 | 18 | 10 |
| 5767169 | 11 | 19 | 3 |
| 7340033 | 7 | 20 | 3 |
| 23068673 | 11 | 21 | 3 |
| 104857601 | 25 | 22 | 3 |
| 167772161 | 5 | 25 | 3 |
| 469762049 | 7 | 26 | 3 |
| 998244353 | 119 | 23 | 3 |
| 1004535809 | 479 | 21 | 3 |
| 2013265921 | 15 | 27 | 31 |
| 2281701377 | 17 | 27 | 3 |
| 3221225473 | 3 | 30 | 5 |
| 75161927681 | 35 | 31 | 3 |
| 77309411329 | 9 | 33 | 7 |
| 206158430209 | 3 | 36 | 22 |
| 2061584302081 | 15 | 37 | 7 |
| 2748779069441 | 5 | 39 | 3 |
| 6597069766657 | 3 | 41 | 5 |
| 39582418599937 | 9 | 42 | 5 |
| 79164837199873 | 9 | 43 | 5 |
| 263882790666241 | 15 | 44 | 7 |
| 1231453023109121 | 35 | 45 | 3 |
| 1337006139375617 | 19 | 46 | 3 |
| 3799912185593857 | 27 | 47 | 5 |
| 4222124650659841 | 15 | 48 | 19 |
| 7881299347898369 | 7 | 50 | 6 |
| 31525197391593473 | 7 | 52 | 3 |
| 180143985094819841 | 5 | 55 | 6 |
| 1945555039024054273 | 27 | 56 | 5 |
| 4179340454199820289 | 29 | 57 | 3 |

**斐波那契数列性质**

**斐波那契通项公式：**

**![IMG_257](data:image/png;base64,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)**

**关于斐波那契的一些恒等式：**
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**斐波那契的数论相关：**
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**证明：先证明斐波那契数列相邻两项是互素的。**

**反证法:假设不互素。那么有a=gcd(F(n),F(n-1)),a>1.**

**那么对于F(n)=F(n-1)+F(n-2).因为a|F(n),a|F(n-1),所以a|F(n-2).**

**由于a|F(n-1),a|F(n-2).又可以获得a|F(n-3)...可以知道a|F(1)其中。F(1)=1.**

**如果a|F(1)->a|1那么与a>1不符。相邻互素得证.(其实 a|F(2)就已经不行了.)**

**那么再由上面斐波那契恒等式5.可以推理。**
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**中间推导依靠一小点数论知识.观察开始式子和结果。**

**一直将上式递推下去。结合gcd(n,m)=gcd(n-m,m).结果会是gcd(a,b) = gcd(0,gcd(a,b))**

**那么就可以证明上述式子成立。**
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**证明:当n|m时。  
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// 最大流 EK算法 复杂度 n^2m

#include <algorithm>

#include <cstdio>

#include <cstring>

#include <queue>

#define INF 0x3f3f3f3f

using namespace std;

struct edge {

int v, w, next;

} e[200005];

struct node {

int v, e;

} p[10005];

int head[10005], vis[10005];

int n, m, s, t, cnt = 1;

void addedge(int u, int v, int w) {

e[++cnt].v = v;

e[cnt].w = w;

e[cnt].next = head[u];

head[u] = cnt;

}

bool bfs() {

queue<int> q;

memset(p, 0, sizeof(p));

memset(vis, 0, sizeof(vis));

vis[s] = 1;

q.push(s);

while (!q.empty()) {

int cur = q.front();

q.pop();

for (int i = head[cur]; i; i = e[i].next)

if ((!vis[e[i].v]) && e[i].w) {

p[e[i].v].v = cur;

p[e[i].v].e = i;

if (e[i].v == t) return 1;

vis[e[i].v] = 1;

q.push(e[i].v);

}

}

return 0;

}

int main() {

scanf("%d%d%d%d", &n, &m, &s, &t);

for (int i = 1; i <= m; i++) {

int u, v, w;

scanf("%d%d%d", &u, &v, &w);

addedge(u, v, w);

addedge(v, u, 0);

}

int ans = 0;

while (bfs()) {

int minw = INF;

for (int i = t; i != s; i = p[i].v) minw = min(minw, e[p[i].e].w);

for (int i = t; i != s; i = p[i].v) {

e[p[i].e].w -= minw;

e[p[i].e ^ 1].w += minw;

}

ans += minw;

}

printf("%d\n", ans);

return 0;

}

//dinic算法 稠密图效率更高

#include <algorithm>

#include <cstdio>

#include <cstring>

#include <queue>

#define INF 0x3f3f3f3f

using namespace std;

struct edge {

int v, w, next;

} e[200005];

int n, m, s, t, cnt = 1;

int head[100005], dep[100005], vis[100005], cur[100005];

void addedge(int u, int v, int w) {

e[++cnt].v = v;

e[cnt].w = w;

e[cnt].next = head[u];

head[u] = cnt;

}

bool bfs() {

queue<int> q;

memset(dep, INF, sizeof(dep));

memset(vis, 0, sizeof(vis));

memcpy(cur, head, sizeof(head));

dep[s] = 0;

vis[s] = 1;

q.push(s);

while (!q.empty()) {

int p = q.front();

q.pop();

vis[p] = 0;

for (int i = head[p]; i; i = e[i].next)

if (dep[e[i].v] > dep[p] + 1 && e[i].w) {

dep[e[i].v] = dep[p] + 1;

if (!vis[e[i].v]) {

vis[e[i].v] = 1;

q.push(e[i].v);

}

}

}

if (dep[t] == INF) return 0;

return 1;

}

int dfs(int p, int w) {

if (p == t) return w;

int used = 0; //已经使用的流量

for (int i = cur[p]; i; i = e[i].next) //每条边都尝试找一次增广路

{

cur[p] = i; //当前弧优化

if (dep[e[i].v] == dep[p] + 1 && e[i].w) {

int flow = dfs(e[i].v, min(w - used, e[i].w));

if (flow) {

used += flow;

e[i].w -= flow;

e[i ^ 1].w += flow;

if (used == w) break; //残余流量用尽了就停止增广

}

}

}

return used;

}

int main() {

scanf("%d%d%d%d", &n, &m, &s, &t);

for (int i = 1; i <= m; i++) {

int u, v, w;

scanf("%d%d%d", &u, &v, &w);

addedge(u, v, w);

addedge(v, u, 0);

}

int ans = 0;

while (bfs()) ans += dfs(s, INF);

printf("%d\n", ans);

return 0;

}

//最小割

#include <cstdio>

#include <cstring>

#include <algorithm>

#include <queue>

const int N=1e4+5,M=2e5+5;

int n,m,s,t,tot=1,lnk[N],ter[M],nxt[M],val[M],dep[N],cur[N];

void add(int u,int v,int w) {

ter[++tot]=v,nxt[tot]=lnk[u],lnk[u]=tot,val[tot]=w;

}

void addedge(int u,int v,int w) {

add(u,v,w),add(v,u,0);

}

int bfs(int s,int t) {

memset(dep,0,sizeof(dep));

memcpy(cur,lnk,sizeof(lnk));

std::queue<int> q;

q.push(s),dep[s]=1;

while(!q.empty()) {

int u=q.front(); q.pop();

for(int i=lnk[u];i;i=nxt[i]) {

int v=ter[i];

if(val[i]&&!dep[v]) q.push(v),dep[v]=dep[u]+1;

}

}

return dep[t];

}

int dfs(int u,int t,int flow) {

if(u==t) return flow;

int ans=0;

for(int &i=cur[u];i&&ans<flow;i=nxt[i]) {

int v=ter[i];

if(val[i]&&dep[v]==dep[u]+1) {

int x=dfs(v,t,std::min(val[i],flow-ans));

if(x) val[i]-=x,val[i^1]+=x,ans+=x;

}

}

if(ans<flow) dep[u]=-1;

return ans;

}

int dinic(int s,int t) {

int ans=0;

while(bfs(s,t)) {

int x;

while((x=dfs(s,t,1<<30))) ans+=x;

}

return ans;

}

int main() {

scanf("%d%d%d%d",&n,&m,&s,&t);

while(m--) {

int u,v,w;

scanf("%d%d%d",&u,&v,&w);

addedge(u,v,w);

}

printf("%d\n",dinic(s,t));

return 0;

}

/\*最小费用最大流

题目描述

如题，给出一个网络图，以及其源点和汇点，每条边已知其最大流量和单位流量费用，求出其网络最大流和在最大流情况下的最小费用。

输入输出格式

输入格式：

第一行包含四个正整数N、M、S、T，分别表示点的个数、有向边的个数、源点序号、汇点序号。

接下来M行每行包含四个正整数ui、vi、wi、fi，表示第i条有向边从ui出发，到达vi，边权为wi（即该边最大流量为wi），单位流量的费用为fi。

输出格式：

一行，包含两个整数，依次为最大流量和在最大流量情况下的最小费用。

\*/

//时间复杂度 （nmf）

#include <cstdio>

#include <cstring>

#include <algorithm>

#include <queue>

const int N=5e3+5,M=1e5+5;

const int INF=0x3f3f3f3f;

int n,m,tot=1,lnk[N],cur[N],ter[M],nxt[M],cap[M],cost[M],dis[N],ret;

bool vis[N];

void add(int u,int v,int w,int c) {

ter[++tot]=v,nxt[tot]=lnk[u],lnk[u]=tot,cap[tot]=w,cost[tot]=c;

}

void addedge(int u,int v,int w,int c) {

add(u,v,w,c),add(v,u,0,-c);

}

bool spfa(int s,int t) {

memset(dis,0x3f,sizeof(dis));

memcpy(cur,lnk,sizeof(lnk));

std::queue<int> q;

q.push(s),dis[s]=0,vis[s]=1;

while(!q.empty()) {

int u=q.front(); q.pop(),vis[u]=0;

for(int i=lnk[u];i;i=nxt[i]) {

int v=ter[i];

if(cap[i]&&dis[v]>dis[u]+cost[i]) {

dis[v]=dis[u]+cost[i];

if(!vis[v]) q.push(v),vis[v]=1;

}

}

}

return dis[t]!=INF;

}

int dfs(int u,int t,int flow) {

if(u==t) return flow;

vis[u]=1;

int ans=0;

for(int &i=cur[u];i&&ans<flow;i=nxt[i]) {

int v=ter[i];

if(!vis[v]&&cap[i]&&dis[v]==dis[u]+cost[i]) {

int x=dfs(v,t,std::min(cap[i],flow-ans));

if(x) ret+=x\*cost[i],cap[i]-=x,cap[i^1]+=x,ans+=x;

}

}

vis[u]=0;

return ans;

}

int mcmf(int s,int t) {

int ans=0;

while(spfa(s,t)) {

int x;

while((x=dfs(s,t,INF))) ans+=x;

}

return ans;

}

int main() {

int s,t;

scanf("%d%d%d%d",&n,&m,&s,&t);

while(m--) {

int u,v,w,c;

scanf("%d%d%d%d",&u,&v,&w,&c);

addedge(u,v,w,c);

}

int ans=mcmf(s,t);

printf("%d %d\n",ans,ret);

return 0;

}